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# Introdução

Este documento descreve os procedimentos de configuração e uso do projeto Tira-Teima, bem como a sintaxe de seus arquivos de comandos. Este documento não descreve detalhes de arquitetura e implementação do projeto Tira-Teima, sendo necessário consultar a documentação específica, disponível gratuitamente, bem como o código fonte do Tira-Teima.

Esta documentação é destinada a qualquer professor, instrutor ou aluno que deseje utilizar o Tira-Teima na elaboração de tutoriais e/ou na simulação de algoritmos simples.

## O Projeto Tira-Teima

O Tira-Teima é um visualizador iterativo de algoritmos que permite ao usuário executar o código passo a passo e verificar o valor das variáveis e dos arquivos em cada passo. Ele foi projeto para auxiliar no ensino de disciplinas introdutórias de computação, como Computação Básica ou Introdução à Ciência da Computação.

Na sua versão atual, o Tira-Teima lê um arquivo de comandos que geram a visualização desejada. É planejado, no entanto, para futuras versões, que esses comandos possam ser gerados automaticamente a partir de um programa escrito em uma linguagem de programação convencional, como C ou Pascal.

A Figura 1 abaixo ilustra a janela do Tira-Teima ao executar um algoritmo. Note que o ambiente possui seções de visualização de código fonte, variáveis, arquivos e console:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABQAAAAPmCAIAAAA0S6UFAAAAAXNSR0IArs4c6QAAkRxJREFUeF7t3Qe8XFWBP/DXEkhgAypIixiExWDBgv4XYgUxEbFRIoiiEJrCKuCCylpI7F2QBaUYsOKiICCIICJ2XcuKBbuGJQhIkEhNeeV/Xm643Ey9896deXfmfOfzyGfezLnnnvM9J4/83jn3Tv/RR7+jz4MAAQIECBAgQIAAAQIECPS6QH8IwCe+8citt96i13uqfwQIECBAgAABAgQIECAQqcBtt6342EfPGw/Abzhh0W1/uytSBt0mQIAAAQIECBAgQIAAgfoCP/rFr269/c5WhbbZ6hG7P/mJ6VFFVfKYiz/Takv+csCrQ0u23vZhHz9t6XgAfv0bDvvNr25qtRblCRAgQIAAAQIECBAgQKC3Bf50y80h/R7+8pc86cmPHhoazNPZ4eGRG35x0/kXXR4y8E7bPSocUkglt//zji0/fc4rjt5nbM5Ww496RN9mfX2jY2PrGtTf11f5ZKC/7599Qzff2b/s9gvPueqO1xy91zOfdsbHLxgPwMcdd9gvfr98bKOhsaGBpv3pHx7tXz08uHq4aUkFCBAgQIAAAQIECBAgQKCrBX74yxuOedWBc+a0fM3ssmUrzv7cl/fY9Umh+4VUMnDWe1+y3x790zcOFY7M3SaP6uDvbg3FxtasuvwrP3z8J88588x1Afh1x776f/966789frs52201MFCZgUdGRgYH1wf90dHRZbfc/uPf3DJrOGRsDwIECBAgQIAAAQIECBDoZYFv/c9P3vmmI4dHRlvt5NDgwDs+eN6e/+/p4cBCKlnz0cX7LnjK2NBG0zbeeOBhM9fO2nhso2nDA31j/f3TRsYqnky/f820u1eN3nX/2lWr+odXX3n1/+7yiU9+4qzPjAfgY1576I//svygPXfdbLPN+vsfSrZjY2OrVq0avuUXM3f4f0kGDq/885///O9v/XKbgfHY7UGAAAECBAgQIECAAAECPSxw7Q9/dOxrDtxkk41a7eN9960+69Nf3nuP3cOBhVTywIfevvdznzQ2OG36tIHBjTc68MyzQ82f/88Txwb7B4dHR/v70yevfO/HwltfPu6YkVWr16wd7R9Ze+31Nzz2zE+c/cnPjgfgo4565ff/dNOrnv/UEIDTXoWsu3r16jU/OnvsV1+eccw3p0+fnrwVAvDnvvHzHTad1Wr/lSdAgAABAgQIECBAgACB7hK45js/PPawAzeaPhSanV5qm6cLq9cMn3XBl+c/e49QuGYlO+609c47/1t1VVd97bL0xWwl9733bXvOe3zfwOBgWLUdGNzyfR8IxRY8ervPHvbqbCWHXvCZq2+6Jbxyxylv7hsdGQmXCY+OfOsHv/nXj5957rmfHw/Aixa94tu//8thL3ja5ptvnh75wAMPhPTb/7NPDR374+H/+8nMnZ4xNDTe55UrV17w9Z8+fsuHN+jzIYfsU/PdL3zhqrf+5+vDW+957xl5yKrLNKi5ZoWTPN3EGukoAgQIECBAgAABAgQI9IbAVd/60XGHLxwI95TaIP9WXBKb3IIqPJLXx78dHR078/wv7bPn+ApwzUoe+9htj3/DaRVKV339wq9+9dKaldz9rrc/++m79E0fGBzpGxns2+5D648NGXjpyxcm9Sy66EtJ+g2PW04+ISnZt2b0Oz/57WM+dsbSpReOB+DDDjv42t/8/qgX7Z6uAIfrfu/7n0/3f/u9o6/7Wf/Pzh34xedmHP+zZBd0WAE+94ofPe1R24bUnd5yq38sbLxe57Gu4+HJ5jPH90gveMlzwp9XX/7ttFevO/6Igf7+0z9y9r2r105sQtSreeX9q6orPOWU4yZ5uok10lEECHSvQPrzu3u7oOUECMQp4AYtcY67XhNot8AV3/zB6494+dq1Ld8Fedq0oTM+ddGLnjcvtLBmJU94wvbVjQ9rwpdc8qX09aSSfddVsnLJW+c9eaf+cCvqofADL1z7O7bdx05PSo5n4P0PXHTJlx9Kvycevy6ajo0Mj40ND//gF3+a85GPX3DBF8cD8KGvXvj1X/zmdS97ZjYAr/7gjhu96c/hz3BUeBL+TAPwJy793nPm7pjcZzpccLyu2vAkRODwWrIqvv4n8MID9w7vhgB895qH4u7MdffOvn94ZDJDVbPmmhUWcrrJNNWxBAh0l4B/QXbXeGktAQIZAb/BMx0IEChe4LKrvxdWgEdGWg7Ag4NDYQX4pQueGdpUUcn++7+8uqGXXHLRE57w6HUB+KL03QcreVaImSvefsq8J+7QPzQte+fm2Wes31wcMnCafpe/fnzfcfIIN3IeG177g1/99VEf+thnP/Ol8QB8yCsPuOKnN7z+wOekAXg4fHLT0gWrDrpko/96/NCbl4XDwo7oEIA33njje+6554wvf3uf3Z6Y+TdiknjH/1y3EvzQ42Uv2ysJwA+Mjsfd5NvwuPTS69Jv58/f94Ybfnb22V8IrxxzzCG3335bePKkXZ/6umP/Y+ut697buqLmcMhZZ33kmmuuDE9Chcce+x8VpwvlDz30qGuu+WqoP1R+6GuO/uynz7nhlz/faqutlyz5SHKi/GcvflqpkQCB0gj492NphkJDCBBoTcDv71rzUpoAgXwCF1/57de++oDhkZY38A4NTvvkZy4+YN/xTcHZSp78pMeElLvPC16RPX/Y+XzRly5M3gpP0rcerOS54V9ot59y8tMfP2f6tHCzq/GLc9PHo884K/vtTa8/Nvtt/8jwmrVjP/nNsm3f/5EvfP7i8QB88MH7XfLjn77xoOeFAByi77333hsOCLeDnv65+cO7vmp011dPmzbtjIu/84hZM16x99PWrFlz2pe+tfBZ6y9Wzl4GvW5P9EN7vkMlL37R+i3Qax78cKXsK8nzt75p8YxN/2W3J+02PDh+7NDI2G2333r40a/YacedP3baOaEdNceloub/OuPDV1/91X8/9j+223rbU97xHy+Y/6Lj3nBytgHJZuy3vHnxzo/ZedExh4Tn55z7hcHRviOOOWTrrbY597wLkxPlPHu+qaIUAQJdKuDfkF06cJpNIHYBP7xinwH6T6A9Av992TePetV+a9e0vAI8bfrQuZ/7ykEvfV5oV7aSpz1tx5By//CHH2fbG175whe+kLwVnqRvpZWEpdZbTv6PEIDD9uf+aRsE4KOvuDxd+w3rwOe86CXZmsfWDg+P9YUAvPV7PvTFL35lPAAvfPnL/vt7P3jLq14wa9asEID/478uGRoc3GTG9HvuWzU6NrbZpjN22/lR+857Qnj9STtt97J5u3z4i9ce9oLnpmu+mWuh1//gTddPXrjPM8K5wwrwyINNzL6SPh8dHBg/ZGDg4x//wPe+c929940n8PC46vJvj23Yt7QnFTW//MAF4ahwotGBgX1e9KxNN9n0oi9e2Tc0lBZLr0YO59pn37CAvq5Vg4Mv3Hd8Rf6qy68fmzYt/9nbM7XUSoBAOQTCXhYPAgQIdKOAn17dOGraTKD0Ahde8o3DDnrpyGj9FeCHLoF9sDPrXhkcmHbBf1/2iv2fH17NVvJvT985pNzPfv6zadeTV0IkTm4Kvf6tTCWHrKvkpjee8JSdtxsKy7Nh6TTc2rl/fJX1tVd9NU2/SYUhA39ynxeHJwNjo6EZa8NHBK9d+79/uGXLd33wSxddOh6AD9j/JZ/79nfedti+SQAORX/911tDwg5P1qwNW5f7527/yL6Rte/7wrceN2frF/3bzu//3NVvOHDf9Xe8CivF43e+Gv8H4/iz9UvA65Pw85433oEQNYc2Wf+5wdlXKt49+eR///nPf/LWt7zz2fOeveAlz00PTIqFxze/+dAvCSqOTcukiFdffv3QJjPSYmkADi2p2YZTFp9U8+yln5AaSIBA0QLWUIoWVR8BAh0SWH970g6dzWkIEIhE4IIvXnXogS9au7blLdAhqH72y1ccdvD4JwRlK3nmM3YJQXfp+RekgMkr6Zrw977/2/Sthyrp7//jcceFADwQPgZp3V2lwuPYq69M0++fjz56x3POSV4PGfisBSGxjj9GhkdGR0dCAH7Eqe+/+JLLxwPwy172oguu/ebiI18aAnAoETLw+z73jX/etypZ491sk41PedXz3/Gpr+0yZ+tXPO+pYYP0O5d+9ZTDxm8zXX3r6w1ugdXX9+xnPy0UCwF4xuabJKfPvlLxbvrt9Jkb7bn3+M2y0wMfWHlfcnjNesLr+75wz3vuvSd7u+mkcFpnGoCzL9YsUH32SGa2bhIgkAg8eCkHDwIECHSZwPiCiAcBAgSKFjj3s189+GUvXL1q/DN3nrfXrjU/ufcTnzy3+rQbbbzxFy/92lGHji/GVleSPSSptkElR66r5LfHvPZJO80OT8Y/CLi///Xf/Hqafv+w6IikATsv/VTyJGTgM573grBCGz4IOHx7w5+Wb/7291566RXjAfglL3nhuV+/+sPHH7LpppuuWrUqfAZSeFR3ILwbbrcVAvBJp3/hff/+mvF/Jq5f7F4XhMfW3xB63c/e9T9/d9/jyeGbkEs323KzpMLsKxXvvv/977r0sovPP+fC3/35Nx/4wLtD4fB8lyfuUnMEK479zGeXnnXWxxe9+ugtt3nkWWee/rKXHXjcceO3vU6LpQE4tKRmGz7xqY/nP3vRk0p9BAiUScAKcJlGQ1sIEMgv4Pd3+a2UJEAgv8BZn7rkwBctSALwgvlPqfnJvWf81yerKwwB+MtXXH3sEfuHtyoqqZmiG1RyXKhkrO8Xi4547JxtwzXA4fbMp/7oW1/+w1+Tk/72sCOzZ9/lgvOSbw/ceYclu+8Zsm24Bvj3y/42663vvvzyr40H4Bftu89ZV175iVOOmDFjxnd/9dc/3XLnrXfeXd2Btx26dwjA4S7Qr3vfp/7rLceuv+NV8vm/6xNvugC8PgA/9amPD++FALzl7C2SCrOvVL/7jrf/5xVXXvbqQw9fuXLl5V/9yvve+ZG9F+w9WOsy4Opjz/7kJz7/+QvClcDbbrPte9/5kcfstOOmm22SFksDcGhJvTbkP3v+6aIkAQIECBAgQIAAAQIEulfgY5+4aL99nn//vfeHLrz4xU+vGYA/8pH/qu7gzE1nfuWqb5z4uvFPPKqopKbGV7/6k/qVHBQi5/+88jUhAIcygwMDQ/1jj//sBeH5bw49rPqo9K3hsf6wAToUCAF407e864orrxoPwC/cZ8Hnv339wuc++dm77zZ+FW/9R4ja1//gJ1+6/hcfPfmodR97tC7xjh8RYnDyJHn+UBXL//y38M3sHccbmjyyr1S/+4+/33X/PQ9suvmmoyMj4ckjtnn4jJnrrx+uaFf1sXffdc89d90bujAwNPDIbbYYmj5+c7C0WL3zZl/Pf/buncFaToBAEwEX0ZkiBAh0qYANLF06cJpNoNwC7z/t8/vuvdcD941flLr/fnvUbOwlX/lhxZ2wwrczN9nkymuve8sJrwyHZCupvmdWWmf9Sl4Vynz3wFeEADy6dm1Yl+0fHBpo9kNvNCTUkeHwOcAD06aFADzzTUu+dtXV4wH4BQvm3ze46tof/e9flt/aFP8xs7fZe/enLHjGbutLjkfg9KOPKp40rUwBAgQIlE+g2Q/T8rVYiwgQILBOwO/vTAQCBNogsOSDFyx47p733VNjj3Djs23yL7Ouvv5bp77psFBs0pUcHiq59iUHzt5mq/BkxsB4ps3T15CWHxgdv1n08ltv3/ikxV+/+prxADz/+Xs/f/5Tx39shv/SHc3hns7jN3d+8Drf8erHw+66y0uSpd51n5y7buE3XP47fi/odfdeWPeCfz/mGQ5lCBAgQIAAAQIFCrgJVoGYqiJAYL3AW9997rZb7LDVluP3S27pcfsdd/9txV/f87ajwlGTryQkzCtf8LKhwYdt/cjpQ+FTdNd9BlLzx9jo8Gj/bX9fMzxy1/Q3vuOab1w7HoCfv/fz9n3x7mmuXbekm2TdJOWuW4gOSTik3HXZ98FP+w2vrI/BmR+3668Jbt4UJQgQIFBKAf9+LOWwaBQBAs0FrD80N1KCAIHWBT5/8fX/e8ONIQO3emhIv0950uNeecBzw4GTrOSQA54TfsR9/uJvzzzzQyEDt9qSkH7vP+7kzaZv/I1rvzkegJ+3154vP2i8WR4ECBAgQIAAAQIECBAgQCAVuGX58q9/+8aQgdNX1m3/TZZHx9dJ61mF9PuC5zxuu9njH1xUSCV33nHHpdf8b8jAmZas26K8/lOJ6g5aSL8vm/+Ub173m29e963xALzXnns+85k7GWMCBAgQIECAAAECBAgQINCTAt/73p+u+1YSgJ/3rC22eHhPdlKnCBAgQIAAAQIECBAgQIDAihX/uO6b3x0PwA972PoP6YVCgAABAgQIECBAgAABAgR6UuCuu1b0n3j8kT3ZN50iQCBCgeNPODXp9emnLYmw+7pMgAABAgQIECDQQOCjp507HoDTfzLCIkCAQPcKPHrO7JuWLReAu3cEtZwAAQIECBAg0D6BkH5D5fk+Pal9rVAzAQIECBAgQIAAAQIECBBop0CSfsPDCnA7mXuo7jk7PGrZX2+u6FDNF/N3OhweCldXm78GJQlkBWquAM/adSElAgQIECBAgACByAUWL5ovAEc+B2p3PwmlySONpvWCbvL6xGJwq0e1Wt7oRihQLwAfvtfjItTQZQIECBAgQIAAgUTg/OtuTAOwLdBmxUMCSchMv6qTcE0sS7jmEAECBAgQIECAAAECXSEgAHfFMHWikQ2WecNb2ZXh5Nv0leyT6rcqjs32pKKSmt9WnzepoeJEnQByDgIECBAgQIAAAQIEulxAAO7yAWxz87NrwkkWzb5SkWYrlo6rj61obFK+os408aa1VbxSr3ybJVRPgAABAgQIECBAgEDXCwjAXT+EXdSBApdtC6yqiwA1lQABAgQIECBAgACByQgIwJPRc2xrAtVXF7d2fKZ0zWuVJ1ybAwkQIECAAAECBAgQiEFAAI5hlHP1Mbmfc66iZSrUjW0uk5+2ECBAgAABAgQIEIhIQACOaLCbdjXJwNndxdlXkut1s69kK6x+vfrYeg3IUzItU9EG96BuOqwKECBAgAABAgQIECCQCPSfePyRx59wKg4CBQr4zN4CMVWVX8DnAOe3UpIAAQIECBAgEI+AzwGOZ6w72tN06diqbEfdnYwAAQIECBAgQIAAgXwCtkDnc1Iqh0CB97jKcTZFCBAgQIAAAQIECBAg0JrA+BboWbsubO0gpQkQIFA+gcWL5t+0bHnSrtNPW5I8CT/fDt/rceVrrBYRIECAAAECBAh0SCC7BXp9AD543vbpyefOnduhhjgNAQIEChJYvPQaAbggS9UQIECAAAECBHpKwDXAPTWcOkOAAAECBAgQIECAAAECeQRcA5xHSRkCBAgQIECAAAECBAgQ6HoBAbjrh1AHCBAgQIAAAQIECBAgQCCPgACcR0kZAgQIECBAgAABAgQIEOh6AQG464dQBwgQIECAAAECBAgQIEAgj4AAnEdJGQIECBAgQIAAAQIECBDoeoHeD8D9/f2FjFJR9RTSGJUQIECAAAECBAgQIECAQKsCvR+AWxVRngABAgQIECBAgAABAgR6UqBRAA5Lp8lXeKRP0uc136p+N1WrKJ9WnrOeivLZtjUYmGTZNvyZPjLtqfFiReF01XcC9SQnSs7Rk1NHpwgQIECAAAECBAgQINBdAo0C8NjY+r6EBJc8T6JceF791oN5b4MCafRLD0xfSSqpV096lvS8acmKJ43T5di60uHP9JHm0uyL2aBbXTipoaV6umsSaC0BAgQIECBAgAABAgRiEMi1BTrNnNUiyVsNClQcUq9kdT0513gnPEg1l4VD0M2+nuTexo+a9aSHJHG6WR3eJ0CAAAECBAgQIECAAIG2C+QKwG1vRdUJqpeaC29DdqU3m1Frrgw3OHu9egpvsAoJECBAgAABAgQIECBAYDICuQJwgRexFljVBLrd9HLcpgWSk+YslpTMX3gCPXIIAQIECBAgQIAAAQIECOQUyBWAwx7edEl2Xahb/236PHtlb7ZA9fW62e3A+etJ6qz3aHoZcLpLOV3prdjqnM2o9bZAZw/JU0/aWlugc85FxQgQIECAAAECBAgQINBWgVwBOLQge8Oq9P5V2SeZvLe+cMWlr9kaksL566k4UVpVxZ206klV3AHrwbNvsHm5wYvZKFt9TW+DLdAhS0u/bZ2+KidAgAABAgQIECBAgEB+gbwBOH+NShIgQIAAAQIECBAgQIAAgRIKNPkc4KTF2b3KE+5D9q7OkdwX2fLvhGeLAwkQIECAAAECBAgQIFC4QJPPAa65yXlijSiwqok1wFEECBAgQIAAAQIECBAgELOALdAxj76+EyBAgAABAgQIECBAICIBATiiwdZVAgQIECBAgAABAgQIxCwgAMc8+vpOgAABAgQIECBAgACBiAQE4IgGW1cJECBAgAABAgQIECAQs4AAHPPo6zsBAgQIECBAgAABAgQiEhCAIxpsXSVAgAABAgQIECBAgEDMAgJwzKOv7wQIECBAgAABAgQIEIhIQACOaLB1lQABAgQIECBAgAABAjELCMAxj76+EyBAgAABAgQIECBAICIBATiiwdZVAgQIECBAgAABAgQIxCwgAMc8+vpOgAABAgQIECBAgACBiAQE4IgGW1cJECBAgAABAgQIECAQs4AAHPPo6zsBAgQIECBAgAABAgQiEhCAIxpsXSVAgAABAgQIECBAgEDMAgJwzKOv7wQIECBAgAABAgQIEIhIQACOaLB1lQABAgQIECBAgAABAjELCMAxj76+EyBAgAABAgQIECBAICIBATiiwdZVAgQIECBAgAABAgQIxCwgAMc8+vpOgAABAgQIECBAgACBiAQE4IgGW1cJECBAgAABAgQIECAQs4AAHPPo6zsBAgQIECBAgAABAgQiEhCAIxpsXSVAgAABAgQIECBAgEDMAgJwzKOv7wQIECBAgAABAgQIEIhIQACOaLB1lQABAgQIECBAgAABAjELNArA/f19yVd4ZJ8nXukrSYHqV9JjY/bVdwIECBAgQIAAAQIECBAoiUCjADw2VtnI7CvhefKVRN/wSL9NXqk+vCR91gwCBAgQIECAAAECBAgQiFBg4lugq9eEs3xJ+pWBI5xSukyAAAECBAgQIECAAIFyCvSfePyRs3ZdePC87dP2zZ07N9vWZC23YkU3XfINJbPPq78tZ7e1igCBHhNYvPSaxYvm37RsedKv009bkjwJP98O3+txPdZZ3ZmwwOq///3uKy7rv/22CdfQ7QcOP/wRo8/da9vHbvA/eiw1Wbp9rLWfAAECBFKB86+7MfxDMfk2VwBOimaXcwVg84kAgVIJCMClGo7SNuaOpefOWb3q4TNmDKS3ryhtW9vTsOHR0Zs32njgkEOz1WOpydKeEVArAQIECEyBQDYAT3ALdHrpb/UdsNYH68wNtKagi05JgAABAgSqBMLab8zpN3gMDQzssHZNBQyWmiz+AhEgQIBATwo0D8DZm11lCdLXGz/pSTWdIkCAAIEuFYh27bfxeGHp0vms2QQIECDQqkDzANxqjcoTIECAAAECBAgQIECAAIESCgjAJRwUTSJAgAABAgQIECBAgACB4gUE4OJN1UiAAAECBAgQIECAAAECJRQQgEs4KJpEgAABAgQ6LdC/eHH46vRZnY8AAQIECHRWQADurLezESBAgAABAgQIECBAgMAUCQjAUwTvtAQIECAwRQI3rVy55wUXzHzPe6a/611P/uQnr/nzn6eoIWU87cd//ONHffSje5x33u333lvG9mkTAQIECBCYnIAAPDk/RxMgQIBAtwkccNFFJ+6xx/1vfevv/v3fb7jttsMvvbTbetDG9i5bufL9e+/9o+XL33LttW08jaoJECBAgMAUCQjAE4fvX/eY+PG5j+w/arfwlbu4ggQIECDQSOCnRx+9zaabvukb3zjwootCudvvu49XKvDB5z9/4eMfH769+Le/xUKAAAECBHpPQACe+JiOjY1N/OC2HSktt41WxQQI9IjAWT/5yf8799zfrVhx7otfHLo0MjraIx0rohtDAwPTBwdDTauGh4uoTx0ECBAgQKBcAgJwucajZmvGzv1Z+OqChmoiAQIEukHgjVdfHZp56cEHP2WbbbqhvR1t45qRkfAVTjlz2rSOntjJCBAgQIBARwTiDcDJBuZCtjG3Wk/+kybLuRWLutkXq99Kpk31OnDNqrIlK05UXb7ilZpLzfm71pHp7SQECBCoIfCIGTPCq7/++9/P+/nPAVUIvO266y6+8cbw4kHrNkJ7ECBAgACBHhOINACHnBY2MKePyVzKm61qMvXUnFg1137T1eD03fQK4eq30jwcnlSXTw4Mr1fUkL6eVFjxbfKKReke+1mgOwTiEThz3323mDnzmUuXhl3Q8fQ6Z0/nPepRb7jqqv+33Xbv3muvnIcoRoAAAQIEukgg0gAcom9RK8ATuBI4Cd6dnyUNLg+umWablq8+aqq61nlMZyRAoHsFXjZ37h1vetPdp5zy0QULxhYvDl/d25cCW55QJDg/PuqoLTfZpMDKVUWAAAECBEoiEGkArlgBLslgtLsZyQpw/iuKWy3f7varnwABAgQIECBAgAABApMRiDQAZ8lq7lvOfy3rBLY95698MkMbjq334UnVrzf+mKX8H8LUsa5NUsbhBAgQIECAAAECBAhEKBBpAM5ugU52I1fn2Ka7lJNDqqsqcBplNyGnz2vG0eqLeLOX6aaX8iaVZC8VTnJyxWbmmuWrG1OzJU3dCvRRFQECBAgQIECAAAECBPIL9J94/JGzdl148Lzt02Pmzp2b//ieLJkm257sXb1OpXe6mnCvk43lEz7cgQQmI7B46TWLF82/adnypJLTT1uSPAk/3w7f63GTqdmxvSSw4n3v2m3bbXupRxPry02vOSJ7IJZEo4JlYraOIkCAAIESCpx/3Y3hH4pJwwTgGgMUZ5ATgEv4d1WT8gsIwPmtYi6ZJL2VfX2X9fUtiwxidl/fAX19m9dKelhqskQ2QXSXAAECvSwgAPfy6Lbat+w2Zp9s1Kqe8uUREIDLMxZlbkmS9D7d17dy881f+tKXzpkzp8ytLbBty5cvv/jiizdduTJZ+a25AozFCnCBU05VBAgQKJVANgBHeg1wqcZjahvjVs9T6+/sBAh0XmBZX19U6TcIz549+4ADDlh/hUAdcSydn4rOSIAAAQKdFxCAO2/ujAQIECAwxQLxrP2m0CEDN0XH0pRIAQIECBDodgEBuNtHUPsJECBAgAABAgQIECBAIJeAAJyLSSECBAgQIECAAAECBAgQ6HYBAbjbR1D7CRAgQIAAAQIECBAgQCCXgACciylPofDhSckHCJf2EW74nL3nc2nbqWEECBDogMCqVauSn9vZRwfOW/5T/PrXv37e8543c+bMTTfd9A1veMPw8HD526yFBAgQIEAgp4AAnBOqebGxsbHmhYorIc0WZ6kmAgRiFLjuuuti7HazPv/ud7+bN29ewHnggQfuu+++M844421ve1uzg7xPgAABAgS6RkAA7pqhmnxDk088mnw9aiBAgEAPCNx6662hF29+85vDry/TRw/0a5Jd+NCHPnTPPfe8/vWvHxkZ+d73vjdjxoxrrrlmknU6nAABAgQIlEcg3gCc7nkLgzGZrcvZenKOa0ubpZOV3vQrOUW6kzm7DlxRrMFbaSU1K8++m5yrerW5pS7kZFGMAAECnRT4zne+E073pS99aeONN95mm23e8573dPLspT3XtddeOzg4+OEPf3hgYOAZz3jG/fff//Of/7y0rdUwAgQIECDQqkCkATjkt/T3/ZNMv4XUU2/YkqBbvXKbLuRm38o+DwdmF3trrv1WV5LN1cl501csHbf6V0t5AgRKLvB///d/oYV/+ctfVq9efdttt4WNvh/4wAdK3uYONO+WW24Jl/4ec8wx4fcCD3/4w9/ylre4BrgD7E5BgAABAh0TiDQAZ32TBDt58fyVtHrGZAG2pQ3MSV6dfGqtV0OrXZg8rxoIECBQrMAmm2yyxRZbfOMb3wg/0JYuXRoqP+uss4o9RZfW9s9//vOCCy4Ivxe46667wi8FTjrppC7tiGYTIECAAIFqAQG41LMiCb1JCnXXq1IPlcYRINBtAldcccUdd9yx9957h4Yffvjh4c/kquDIH7NmzQoCP/jBD8LvBcI1wOH5eeedF7mJ7hMgQIBALwkIwOOjWb0LegLXuObfSp2/8jT0Nl7Lbd+HG9WrOX8Xeulvi74QINBLAjvvvHP4pJ9LL700dOr8888Pfz7ucY/rpQ5OrC/JbwTuvPPO8GdYJJ9YJY4iQIAAAQKlFYg0AIdfbGc/+LHm7uU8W5qz9STl88fg/HOiZgzOLgtXLxFX3zSr+r5ZNcNtetXxeF82vJC4osF5fPL3UUkCBAh0WODQQw8Nn/Sz3377hZ/bixYtCmd/xzve0eE2lPB0J598crgJ1otf/OLA8pSnPCW08Oijjy5hOzWJAAECBAhMTCDSABywGnzuRUshNvvhGTmvjM1ZbLyRD26BrncXq+qbYNU8pOLF9ArhmocnM6nBJcfJLcQmNuEcRYAAgZIIvP3tb3/ve9+77bbbhry3yy67fO5zn9t///1L0rYpbMbTn/70cF30k570pMCy9dZbh3uDhTtCT2F7nJoAAQIECBQrEG8Abuwo4BU7z9RGgACBEgqccsop4abH4S7HN9544ytf+coStnBKmrTnnnv+4he/CCzhouh3vetd4fOQpqQZTkqAAAECBNoh4P9qNVSl34CS3URdcQUyn3b8VVQnAQKdFFi2bFknT1eGcy1fvrxpM7A0JVKAAAECBLpdQADu9hFsV/uzu6bbdQ71EiBAYCoE5vT1XXbZZVGFvZB+L7744tkNtbFMxWR0TgIECBDotED/iccfOWvXhQfP2z4989y5czvdCucjQIDA5AQWL71m8aL5Ny1bv8Z1+mlLkvrCz7fD93Jr38nh9tDRK973rt223XZlCMB9fct6qF95uhLS7wF9fZuvK3rTa47IHoKlJkseVWUIECBAoCsEzr/uxvAPxaSpAnBXDJlGEiDQREAANkXyCNx23tlPHeifNjiYp3Cvlrl15iZrFh6c7R2WoFHN0qsTQL8IECAQoUA2ANsCHeEE0GUCBAhEKjD27OfevMmmkXZ+XbdDzPvVDjtVCGCpyRLzPNF3AgQI9LCAFeAeHlxdIxCRgBXgiAZbVwkQIECAAAECrQhYAW5FK1/Zlj46OF+VShEgQIAAAQIECBAgQIBAkQK2QE9WM0Tftqbfoiovqp7JejmeAAECBAgQIECAAAECUyQgAE8WPnwors/FnSyi4wkQIECAAAECBAgQINB+gXgDcLJyW7F+m35b761kHXWSq775D8+ermZT67W/opEN6knmWP4mtX9OOgMBAgQIECBAgAABAgTaIhBpAA55L1m5TR7p9uBkLTf7bpoPKwp3ZtU3OUu2qdXtqW5/OlPSRtarpy1zSqUECBAgQIAAAQIECBAopUCkATgJjdXLvMkYNQ63k4++heyartf+tGsttbOQJpVyhmsUAQIECBAgQIAAAQIE1gtEGoArVoC7cTpkl4Vbyrrd2FltJkCAAAECBAgQIECAwOQFIg3AWbhWb4/cavnqQZrwBbd5Tp1m+waFq9+acJMmPwXVQIAAAQIECBAgQIAAgc4IRBqAs1ug0+t+g3jFzaLSMagun75Vcd+swoet5qkrtnCngbYi2Wa/bdCFpM2WkQsfOxUSIECAAAECBAgQIFAqgf4Tjz9y1q4LD563fdqsuXPnlqqJJWxMsspawoZNrEk91p2JITiq2wUWL71m8aL5Ny1bnnTk9NOWJE/Cz7fD93pct/dO+4sSWL36nrvv+W1///1FVageAuUUGB6ePjq63bbbPDrbPPO/nIOlVYUL1Jz/hZ9Fhd0lcP51N4Z/KCZtFoAnMnY9lhh7rDsTGVHHdL+AANz9Y9iJHtyx4n/mzNns4Q+fNTAQ6QaoTig7RwkEhodHbr757oH+DZY0zP8SjIwmdEKg5vzvxImdo8QC2QDsXwAtD1S6TbrlI8t6QC+tZpfVWLsIECiFQFj7lX5LMRIa0WaBoaHBHXZ4WMVJzP82q6u+LAI1539ZGqcdJRAQgFsehPT2yy0f6QACBAgQmGoBa79TPQLOP5UC5v9U6js3AQLlEBCAyzEOWkGAAAECBAgQIECAAAECbRYQgNsMrHoCBAgQIECAAAECBAgQKIeAAFyOcdAKAgQIECBAgAABAgQIEGizgADcZmDVEyBAgAABAgRKKdDf/7TwVcqmaRQBAgTaJSAAt0tWvQQIECBAgAABAgQIECBQKgEBuFTDoTEECBAg0HaB0dHRk046bfPNn7vxxvP23POYm2++ve2ndAICpRG44467nvGMRTvs8JJzzrmkNI3SEAIECHROQADunLUzESBAgEAZBP7zP8/8yEc+d+aZb/7FL75w/fU/O/DAN5WhVdpAoDMCb3rTx3/wg18uXnz07363rDNndBYCBAiUSkAALtVwaAwBAgQItF3gs5/9WjjHK16xYO7cOWNjP/3xjz/d9lM6AYHSCFx88TdDW175yn3e+95/L02jNIQAAQKdExCAO2ftTAQIECBQBoG//e2O0IyBAf8HLMNoaEOnBe655/5wyqGhwY03nt7pczsfAQIESiDgf/8lGARNIECAAIEOCmy77ZbhbGvWrO3gOZ2KQFkEHvawWcn891egLEOiHQQIdFZAAO6st7MRIECAwFQLHHroC0MTLrzw6l//+s/hM2D+7d9eM9Utcn4CnRNYuHDvcLIvfenad7zjk507qzMRIECgNAICcGmGQkMIECBAoCMC7373sSeeeMjrXve+pz3t0AUL9vjylz/YkdM6CYFSCLz73a/bffcnHnfcB/71X7cvRYM0ggABAp0VEIA76+1sBAgQIDDVAuHqx49+9I333//9Vat+8PWvn/GoR2011S1yfgKdE9hyy4f98Ifnr1x5/RFHvDTcBC58de7czkSAAIESCAjAJRgETSBAgAABAgQIECBAgACB9gsIwO03dgYCBAgQIECAAAECBAgQKIGAAFyCQdAEAgQIECBAgAABAgQIEGi/gADcfmNnIECAAAECBAgQIECAAIESCPSfePyRs3ZdePC8h+4EOHfu3BI0TBMIECDQgsDipdcsXjT/pmXLk2NOP21J8iT8fDt8r8e1UJGiPS2w4s7rd9ttl5Ur77/sshuWLbuzp/uqc5EKzJ79sAMOeMrmm88M/b9p2QY3eDP/I50TMXW7wfyPiUFfawicf92N4R+KyRsCsClCgEAvCAjAvTCK7e9DEgA+/ekfrlw58tKXvnTOnDntP6czEOicwPLlyy+++OJNN+0/4ohn1AvA5n/nxsOZOivQeP53ti3OVjqBbAC2Bbp0w6NBBAgQINBWgbD2K/22VVjlUyUwe/bsAw44YPnyuxo0wPyfqtFx3nYL5Jn/7W6D+rtCQADuimHSSAIECBAoUsDab5Ga6iqTQMgATZtj/jclUqBLBfLM/y7tmmYXKNAoAPf39yVfRT2Kra2oVqmHAAECBAgQIECAAAECBGIQaBSAx8ZiENBHAgQIECBAgAABAgQIEIhCoKNboEOiFqqjmFY6SYAAAQIECBAgQIAAgfIJ5A3A1buX0w3SFXuk05LZHdQ1C2dftDu6fHNDiwgQINDjAj/84Q/33HPPyXRy8jVM5uyOJTAZgcnP3vw1XHjhheFTNqdPn77llluecMIJ995772Ra7lgCBAhMRiBXAA7pNFm5TbNu8iRd0a1+PX0lObDm2m+6Glxdz2S65FgCBAgQIJBHYN68eddff32ekvXKTL6GyZzdsQQmIzD52ZuzhksvvfSQQw75/e9/v3bt2hUrVpx++ulHHXXUZFruWAIECExGIFcArrdvucGyra3OkxkVxxIgQIBAuwX6H/xNbXiSPv/85z+/8847h3WqXXfd9YorrkjbcOONNz7rWc8Kr8+cOTMsGt98883hrZZqaHd31E+gJYGWZu8k5/8ZZ5wR2vbOd75zbGzsyiuvDM8vu+yyllqrMAECBAoUyBWA650vWbl1ZW+B46EqAgQIEJgqga997WuvetWr/vjHP4Z1ql/96lcvfvGLww7PpDEvf/nLv/e974XXH3jggbBofOCBB9ZsZIMapqpTzksgp0D75v+qVas22WSTU045JbRk/vz54c+tttoqZ6sUI0CAQOECuQJw009Cqi7Q9JDCe6JCAgQIECCQXyAsRiWFw5Pk+Qc+8IHw51VXXRW+TbZGf+xjH0vK/O53vwt//vnPf04K//jHP04OzF9D/oYpSaADAi3N3knO/+9///vhot+hoaHQr7e97W3hzw9+8IMd6KNTECBAoKZAk88BfvB/7euv/s1etRveSu9iVf16xRbo7Gbp7F2yqtskOZupBAgQIDAlAkms3WeffcLu0Oc+97nh+de//vWkJa95zWvCn2F39DOe8YwlS5bcddddNVvYoIYp6ZGTEsgv0IH5/8Y3vjH8min8XmnhwoX5G6YkAQIEihVo8jnA6fbm6n3O9fY/17vfVbZ89s5YFbfCcvFwsQOsNgIECBDIKTA6OlpR8v77709eOfvss8MVjC984QuXL1++ePHielugG9SQsw2KEZgqgbbO//A7oxe84AUh+n7oQx8Kd4Geqj46LwECBIJAri3QpAgQIECAQK8KhAsUk6AbbnwV/gw36Un2OYfH8PBw0uuwe/Ptb3/75Zdf/vOf/zx8+93vfjerkaeGXtXTr24XyDN7Jzn/Q/oNt467+uqrv/KVr5x00kndLqb9BAh0u0DxATj78b+Wc7t9fmg/AQIEelhg++23D72bMWPGEUccEZ6cfPLJ4c999903uS90eIQ1q6T7e+yxR/LKFltsEb59+tOfnryev4YeZtS1LhXIP3snOf/f85733HDDDUFpv/32S/9ydSmaZhMg0AMCxQdgt4bugWmhCwQIEIhBIHwe6dZbbz1t2rSwsTn096CDDlq6dOkuu+wyODi42WabHXfccRdeeGHicMkllxxwwAEhKofCCxYsuOiii5LX89cQg6c+dpdA/tk7yfkfPl2su2S0lgCB3hboP/H4I2ftuvDgeeO/BU8ec+fO7e0+6x0BAr0nsHjpNYsXzb9p2XiMGY8lpy1JnoSfb4fv9bje668eTUxgxZ3X77bbLkuWXHHqqadOrAZHESi/QLhP26mnvii086ZlG3zakPlf/rHTwskL1Jv/k69ZDV0tcP51N4Z/KCZdKH4FuKtpNJ4AAQIEYhBYtmxZDN3UxwgFku0MjR/mfzMh73erQJ7536190+7iBATg4izVRIAAAQLdIDBnziMuu+wyGaAbxkobWxMI//q/+OKLZ89+WIPDzP/WTJXuHoE88797eqOlbRSwBbqNuKomQKBjArZAd4y6q0+UbAFdufL+yy67YdmyO7u6LxpPoKZASL8HHPCUzTefGd6tuQXa/Ddzeligwfzv4V7rWh6B7BZoATiP2ETKXLnbldnD9v3ZvhOpxTEECOQTEIDzOcVe6rbbf/jUp24/bdpQ7BD6H4HArbfev2b1DtmOmv8RDLsurheonv9oIhdwDXCHJkAIvelXh07pNAQIECBQX2BsbLubb76XEIGeFwj/+v/VL++r6Kb53/PjroOJQM35D4dAKmAFuPlkCJ9ZV11orNlnHIcVYKu+zXGVIFCQgBXggiBVQ4AAAQIECBDoNQErwOMjmn4Ue818mx3zkHWrH3kmRcjAyVd14eTseSpRhgABAgQIECBAgAABAgQKEYj0LtAhfGYzbTuyaHb/c80MXMj4qYQAAQIECBAgQIAAAQIEcgpEGoBD+s2/ApwtmT7P6VuvWBK/J1mJwwkQIECAAAECBAgQIEAgv0CkAbhiBbix14S3QOcfBiUJECBAgAABAgQIECBAoN0CkQbgLGs79j833fPsGuB2z2z1EyBAgAABAgQIECBAoEIg0gCc3QKdbEUuNgaHC4DTO2DVux20LdD+NhIgQIAAAQIECBAgQKCTApEG4ECcbmxOnxfr3uBDgJMN2MWeTm0ECBAgQIAAAQIECBAg0Fgg3gBsZhAgQIAAAQIECBAgQIBAVAIC8BQMt+XfKUB3SgIECBAgQIAAAQIEohcQgKOfAgAIECBAgAABAgQIECAQh4AAHMc46yUBAgQIECBAgAABAgSiFxCAo58CAAgQIECAAAECBAgQIBCHgAAcxzjrJQECBAgQIECAAAECBKIXEICjnwIACBAgQIAAAQIECBAgEIdAjAE4fAxveHRmfK/c7crkqzOncxYCBAgQIECAAAECBAgQqCcQYwDu2KcQhdy778/2Tb5MQQIECBAgQIAAAQIECBCYWoEYA3Cr4smKccWjaSVJ+m1aTAECBAgQIECAAAECBAgQ6IxA1AE4zbSNrcOKcfVjksPTyW3Yk2yqwwkQIECAAAECBAgQINAbAvEG4BBB01jbpkuCXQDcG39J9IIAAQIECBAgQIAAgd4QiDcA578SeGJboMP8SC8Arr4JVpK9e2MO6QUBAgQIECBAgAABAgS6QiDeAJx/eNqxBTr/2ZUkQIAAAQIECBAgQIAAgUIE4g3Abdr2nHNUXAOcE0oxAgQIECBAgAABAgQIFCUQYwBOom9Y1033NrdjN3LY/5xeA1zzdtDtOGlR00I9BAgQIECAAAECBAgQ6D2BGANwev1ture5TeNa70OAk/tvtemkqiVAgAABAgQIECBAgACBmgIxBmBTgQABAgQIECBAgAABAgQiFBCAp2DQLf9OAbpTEiBAgAABAgQIECAQvYAAHP0UAECAAAECBAgQIECAAIE4BATgOMZZLwkQIECAAAECBAgQIBC9gAAc/RQAQIAAAQIECBAgQIAAgTgEBOA4xlkvCRAgQIAAAQIECBAgEL2AABz9FABAgAABAgQIECBAgACBOAQE4HaNc/iw3/AItadP2nWmfPWWrT35Wq0UAQIECBAgQIAAAQIEChMQgAujzFlRkoon/yiqnsm3RA0ECBAgQIAAAQIECBDoCgEBuPkwJWunFY/mh/X1pZ/3W5IP/i1be/IYKkOAAAECBAgQIECAAIGiBOINwGmgDZSNV1NDbqx+TGwAspuiK7ZGZwN2tvKawXsC9TRucEn2aU9M1VEECBAgQIAAAQIECBDIIxBpAA55L820bdpLXHO5NXkxG6eTQcq2J7ybNqni9XREW60nOWlyeEmWo/PMTmUIECBAgAABAgQIECBQoECkATgrmMTRBqYT3gLd0jjVXAFOwnD6yJNd660kN25MU4SW+qIwAQIECBAgQIAAAQIESiggADcflAK3QDc4WcVZ0pLZ1/MsVterp3k/lSBAgAABAgQIECBAgEBPCwjA48ObJ1i2Yxo0PW/TAkmrchZr0AXXALdjfNVJgAABAgQIECBAgECpBCINwBPYWlzUsGVPnb0ut95dputtgW61nqbtz7O/umklChAgQIAAAQIECBAgQKC0ApEG4DAe1Xei6tggpafOnrHm1uXG+5nz19O4a8mttjrWfSciQIAAAQIECBAgQIDAlAjEG4CnhNtJCRAgQIAAAQIECBAgQGCqBATgqZIv0Xkt/5ZoMDSFAAECBAgQIECAAIG2CQjAbaNVMQECBAgQIECAAAECBAiUSUAALtNoaAsBAgQIECBAgAABAgQItE1AAG4brYoJECBAgAABAgQIECBAoEwCAnCZRkNbCBAgQIAAAQIECBAgQKBtAgJw22hVTIAAAQIECBAgQIAAAQJlEhCA+8Kn4IZH4YOSVtum+lttcNKM6p6WrZ2t9kt5AgQIECBAgAABAgQI5BQQgPs6/CFARYXtluoJhUM3k0dLB+acRooRIECAAAECBAgQIECg/AICcPMxStdOs0+aH9b3ULTucMaublvjBqTvTnk786gqQ4AAAQIECBAgQIAAgYkJxBuA620Jrpke0+XT9MnEuJPV15pBul66rojfyXknUE96YEsptyT7tyem7SgCBAgQIECAAAECBAhkBSINwB3YElxzWTV5MRuns7m0epdytp3Z4NpqPQ0mveVfPxEIECBAgAABAgQIEIhEINIAnB3dpiuiE94C3dIcqrkCnFyymz6aNjWcscE+7SROt9SqJJO3dIjCBAgQIECAAAECBAgQKKeAANx8XKr3P7cjE1acJW1W9vU896+qV88E0m9zGiUIECBAgAABAgQIECDQPQIC8PrraadkyJoG2qYFkmY3LZZNv00LZylcAzwlE8NJCRAgQIAAAQIECBBoh0CkATi7tThZzm0pFk5mJKpPHWqr2OqcbUy9LdATrqfVxrdjubvVNihPgAABAgQIECBAgACByQtEGoCTzJle4NrhK12zp06HsObW5Xr7mZOjiqqn3jSya3ryf8HUQIAAAQIECBAgQIBAeQTiDcDlGQMtIUCAAAECBAgQIECAAIEOCAjAHUDu1lPY/NytI6fdBAgQIECAAAECBAjUEhCAzQsCBAgQIECAAAECBAgQiEJAAI5imHWSAAECBAgQIECAAAECBARgc4AAAQIECBAgQIAAAQIEohAQgKMYZp0kQIAAAQIECBAgQIAAAQHYHCBAgAABAgQIECBAgACBKAQE4NINc/j03fa1qbDK29nI9nX/oZqr2l+YTCda7xwECBAgQIAAAQIECExEQACeiFr1MeWPT6GF5WpkqxG63eWLmQhqIUCAAAECBAgQIECgvAICcDFjU9RH5oaMWlRVFR0L1bap5mIE1UKAAAECBAgQIECAAIE2C8QbgJMV0ep10ezr2SXTpq9XjFS28vQs1U+ajm/NdlbUU7OdoeaOrvqGFdr0K+1V8kryqHievpJ9vR5HUkn1KYqqv68v/HagwQp5RyWbzgkFCBAgQIAAAQIECBCYkECkAThZaE0fafKpeD2T4zYon6WuubKarSepPFl9Tf5M3226J7leOyvqSZd26513QnOj4UHrOvLQI/QxvJJ+paE3W6z6efaQxk1Mjq0uX9GM9Nt65dOzVBxYPJAaCRAgQIAAAQIECBAonUCkAThZ7qteAa54PQ2W9V7PM57VG4/zb0Wu187kvI3ryX+WPL0ob5kQZZN14HZmWhvIyzsBtIwAAQIECBAgQIBAboFIA3C9ld4kVVavDDd4PTf1RAo2aOdEqnMMAQIECBAgQIAAAQIEIhaINABnR7ziAtqak6HpXuUGU2gyx9ZrZ54Z29J5O3GNa4PbOFe81fSq4Gz5dPd1/vrz8G1YphM+rbfKEQQIECBAgAABAgQItCQQaQDObi1Or6dN4LJbo7O7iGu+Xn2nq/SK3/StikqSU1T8WW/M6rUzraEimFWXT2tOS9bLcpPaMp3uQ67ejVyxRTl7eXB6U6s8u5ezp0jLVyfntMM1y9f/y5Estjf4yzMpn5b+UipMgAABAgQIECBAgEB7BCINwAEz3eecPs++WHHNZ3ZfdDYIVbyePSpbfyaUrX+5ogHZAhUrty21s161DbqWRvHJTrAGd7RK3lrXiA2u1E0PqTh3RbFspq1ZQ1Kg+qh69bfY1abZuMX6FCdAgAABAgQIECBAYGoE4g3AU+Nd1rNa3izryGgXAQIECBAgQIAAAQKFCQjAhVFWVFRvK3XT8xWVRbMbrRuftKgzNu1amQs0QOBT5oHTNgIECBAgQIAAAQL5BQTg/Fatlczujm7tyIJK19yDXVDdqiFAgAABAgQIECBAgED3CQjA3TdmWkyAAAECBAgQIECAAAECExAQgCeA5hACBAgQIECAAAECBAgQ6D4BAbj7xkyLCRAgQIAAAQIECBAgQGACAgLwBNAcQoAAAQIECBAgQIAAAQLdJyAAd82YVXw+cLHtrq68racrtvFqI0CAAAECBAgQIECAQB4BATiP0sTLlD9YJh/XNPEeOpIAAQIECBAgQIAAAQJdIiAAt3egivoI2ZBRi6qqosPJpyW1V0HtBAgQIECAAAECBAgQKIFApAE4XfZMnmSXQNNX0hfrlQnDl6ee7CgndVafot6LDWZIg0qytaU1ZHuRZ9U3pOIGK8N5aijB9NYEAgQIECBAgAABAgQIPCQQaQBO1jyTZdXsEmj2lTQBJoWzy6Tp83r1JOWrV1bTqvKct3H6TWvIJtU8/UpirVVfPwYIECBAgAABAgQIEIhNINIAnAxzzRBYc2U1nRY1F0ULCZONz1sxL5PQW7003aBfaQ2FtNbG6dh+UugvAQIECBAgQIAAgR4QiDoA1xy/7MpqRVZM1ofbdMuoBuetbmfFSnUPTERdIECAAAECBAgQIECAQLsFBOB2Czeqv5As3WolrZav2QHXAE/lvHFuAgQIECBAgAABAgQmJBBpAK64GVVKV7G1OM2KyevpFbzp83r1VN9xqqKqpED2WuLsluamGTXbzvS639CLPP2qXtbOHpVSZJtXc2oVspV6QpPWQQQIECBAgAABAgQIEJiIQKQBuMF+43pv1bsJVrZ8NkhX1FNxePU1tI23QFdvvc7eRiutLU+/KqZJS1uvk2ObZuOJzETHECBAgAABAgQIECBAoM0CkQbgNquqngABAgQIECBAgAABAgRKJyAAl25I6jWoqC3H6Ybnxj1vcLqiWtI19BpKgAABAgQIECBAgEBPCAjAPTGMrXQiu3e6leOUJUCAAAECBAgQIECAQHcLCMDdPX5aT4AAAQIECBAgQIAAAQI5BWoG4P5wnyNfBAgQ6CqBnD/0FCNAgAABAgQIEIhXwApwvGOv5wQIECBAgAABAgQIEIhKQACOarh1lgABAgQIECBAgAABAvEKCMBTNvb9YZt52x6FVV5II5MN9dWPeq+3jaVJxY3bU/Pdej6FuE3OIcyBBtOgsBkyuUY6mgABAgQIECBAgEAnBQTg1rSrY0PZgkTj2NNab+tF1iTdpdeJN610rE6Jeq83rbBNBRq3p2ytbYYw1m0NbtYh7xMgQIAAAQIECBCYrIAA3JpgUaEixNSiqqroQKi2TTWPnyjJVNV/tqaoNAECBAgQIECAAAECBKZAIMYAnKyRZldu028rnlSXqVjvTb5NK6xZPucScYNKsqdI50i2F+1d9c05LbM3Ds95SM1i+eupXoLO7lKuWU9aIP/ydf6Sk+l11bE158PEzlA94cd/iTHWZIN0znk7sSY5igABAgQIECBAgMCUCMQYgJMF0uwyafo8eZIsz1YspdZcWU2rqiifraFx0khGvV75eu3Jlk+CSrtWfWtuo62ZPEPJ9GvCV8CGA/PXk12IThzT1tarJymQfbfxX7tsyZY6Nbntx63OnwadqJ4qU/KDxkkJECBAgAABAgQIlEEgxgCcda+5zFVImGxpBS8JyTVX6pqG20Ja29pcTDPqBpStXBXc2vlylO5AOp1cps3Rh4eKNJ4PrVbVUvn1v0lo60b6CTTIIQQIECBAgAABAgSKEIg6ACeLY23a6pmuCee5KLdixa+Ike14HdmV2w5mxfF+Juu0LWXgonja09NemA9FCauHAAECBAgQIECAQHECUQfg4hjX11RIlm61kpbKl+Jq4cLdO1NhEQF7Av41xzd/PS1NjxQyf/2dsXcWAgQIECBAgAABAoUIRBqAk4Xf9Are9HmSFqq3ImdfqXg3u1s1ey1xdktz0xBSXUnakprtqXnSZEKk0aVehpnUlun0A5DGz5Scb92fyQJs9X2nslcL53leUU/T9dWkfHoxcMXz9IzZa4OTNmdvl1XxSvbdbHvS64ezf/NaT8V5/OvNh+yZm9aTXhyeTsXsIemcr/dzpGn9hfwAUgkBAgQIECBAgACBTgpEGoDHI1smXGWDa3brcjoSFfuZa94fqyIwNN4CXb31OnsbrbT+BpVky1fkoppdSLLxZB/Zq38rrgSuuQW64sXk2yQwV38ljcu+nqe52ZBc8bz6WuV6+7TztCdt2wbceZq4vkxL/jXnQ1JRznqqZ1HOtjbNxjnrUYwAAQIECBAgQIBA2QTiDcBlG4nOtMeyXmec652lKP+i6plaDWcnQIAAAQIECBAg0GEBAbjD4A+drqgMk90s3bgzRZ1xysi6/MRF+RdST4NKCqm/y8dK8wkQIECAAAECBHpTQADu+nGttxe66zumAwQIECBAgAABAgQIEChUQAAulFNlBAgQIECAAAECBAgQIFBWgZoBuOYdgbxIgACBMguU9aesdhEgQIAAAQIECJRGwApwaYZCQwgQIECAAAECBAgQIECgnQICcDt11U2AAAECBAgQIECAAAECpREQgGsMRf+6R7vHqK2nqK68radrt5X6CRAgQIAAAQIECBAgMHkBAbiG4Vg3fw5MZ9L75GeeGggQIECAAAECBAgQINBhAQG4w+DrTxdiaptidqi2TTVPjZSzEiBAgAABAgQIECBAoCCBeANwslKabAzOsz04LV9ROPt69q165esNXM3y2RZWLO1WtL9pF0IqblDGunFBf6FUQ4AAAQIECBAgQIBAeQUiDcDJAmzyaBodk4Scls8eUvF6Os71yjdIvzXrT9Zys7UlNVS336pvef+SaRkBAgQIECBAgAABAuUQiDQAZ/Ens2c4CcPpI5tCW1oBrqinYm40DreFRN/JIJRjJmsFAQIECBAgQIAAAQIEmggIwJOdIjVXbkOl2debZtR6K8mTbZzjCRAgQIAAAQIECBAgQOBBAQF4XCLPLuiac2bCBzaYga3W2Wr5eh0ppB5/swgQIECAAAECBAgQIFBagUgDcL2ty9V3lkpiYc6tzulKb0X5ptkyWz697jdN5tlWJTOpunw6wyrum5V9vQNbqUs70TWMAAECBAgQIECAAAECkQbgJEOmj3QeVOxbzl4Zm6d8dj413gJdffOtbGPS8zaopLrxaTau2dQGcz3ZgO0vAwECBAgQIECAAAECBHpbIN4A3NvjqncECBAgQIAAAQIECBAgUCEgAE/ZlChq0TXZX51nl3W9rhbVkimjdGICBAgQIECAAAECBAjkEBCAcyCVu0i9vdDlbrXWESBAgAABAgQIECBAoNMCAnCnxZ2PAAECBAgQIECAAAECBKZEQACeEnYnJUCAAAECBAgQIECAAIFOCwjAnRZ3PgIECBAgQIAAAQIECBCYEgEBeErYnZQAAQIECBAgQIAAAQIEOi0gAHdaPD1f7fs2r7ul82QfoZKa9dR7fbLnm+jxjdtT8916PlWvN70t9kQb7TgCBAgQIECAAAECBLpVQABubeSqY1V7g1YSApN0l33euNVjY7Xfr/d6awbFlW7cnrK1trh+q4kAAQIECBAgQIAAgSkREIBbYy/qI3NDbM5VVRICq/9srdVKEyBAgAABAgQIECBAgEBfjAE4hM/kkY5/+m3Fk+oyFeu9ybdphTXLt2uJOF0QnuSu6fz1VC9BZ3cp16xnAsvX+Re6G/79Db9faCBfMQH8JCBAgAABAgQIECBAIAaBGANwsvSaXYBNnydPkuXZ5JFOgopvk9fTqirKZ2tonMQqJ1nNfb81k2comX5NOAOHA/PXk12IfrD/69tfr57kkOy7jf9WZUu21Cn7pWP4caWPBAgQIECAAAECBCYnEGMAzorVXCTMtTm5mXvNZeFmB9V5P82oGza9hauCJ3ji+od1IJ22M9PW/HVG4UgqJECAAAECBAgQIECgVAJRB+BknbZNW5TTNeF2Za3sym07s2KN+Zqs07aUgYua9R3uaVHNVg8BAgQIECBAgAABAiUQiDoAF+7fpixdeDu7o8J2BmzXAHfHHNBKAgQIECBAgAABAoUKRBqAk4Xf9Are9HnFTa1S6ux9syruoZVUlTyy1xJnt0BPPBinH4AUmpJ9nizAVt93qt7HJtV7vaKepuurSfn0YuCK5+lZ0nrqfYBTnvak1w9nZ3zuVJwdjpp/ZQrZ6F7oX0aVESBAgAABAgQIECDQXoFIA3BArXcTrOzW5dS+Yj9zzftjVQSqxlug8269zl79W3ElcM0t0BUvJt+u622Nr6R72bfyTLZsSK54Xn2tcr192nnak7Yt26qmET1HF5pm4xx1KEKAAAECBAgQIECAQPcJxBuAu2+stJgAAQIECBAgQIAAAQIEJiEgAE8Cb3KH2oI7Ob8mRzfgJd9WeZUTIECAAAECBAgQKK2AAFzaodEwAgQIECBAgAABAgQIEChSQAAuUlNdBAgQIECAAAECBAgQIFBaAQG4tEOjYQQIECBAgAABAgQIECBQpIAAXKSmuggQIECAAAECBAgQIECgtAICcGmHRsMIECBAgAABAgQIECBAoEiBdgXg/v6+5MuDAAECBAgQIECAAAECBAiUQaBdAXhsrAy90wYCBAgQIECAAAECBAgQILBeoF0BGDABAgQIECBAgAABAgQIECiVQPMAnG5mTvczZ1+p3uds53OpBlhjCBAgQIAAAQIECBAgQCARaBKAk9Ab9jMnW5rTb5ODK17PFnD1rxlGgAABAgQIECBAgAABAqUSaL4CnMTaVgOta4BLNcwaQ4AAAQIECBAgQIAAAQK5AnCy0puu91IjQIAAAQIECBAgQIAAAQJdJ5ArAKe9yr8OXLNk/7pH1xlpMAECBAgQIECAAAECBAj0gECTAJxe+pvsgs5eCVzR+ezlwWnJUEbg7YFZogsECBAgQIAAAQIECBDoAYHmK8DV+58rtkPX/DbQVO+aHlv36AE1XSBAgAABAgQIECBAgACBrhNoHoC7rksaTIAAAQIECBAgQIAAAQIEqgUEYLOCAAECBAgQIECAAAECBKIQEICjGGadJECAAAECBAgQIECAAAEB2BwgQIAAAQIECBAgQIAAgSgEBOAohlknCRAgQIAAAQIECBAgQEAANgcIECBAgAABAgQIECBAIAoBATiKYdZJAgQIECBAgAABAgQIEBCAzQECBAgQIECAAAECBAgQiEJAAI5imHWSAAECBAgQIECAAAECBARgc4AAAQIECBAgQIAAAQIEohAQgKMYZp0kQIAAAQIECBAgQIAAAQHYHCBAgAABAgQIECBAgACBKAQE4CiGWScJECBAgAABAgQIECBAQAA2BwgQIECAAAECBAgQIEAgCgEBOIph1kkCBAgQIECAAAECBAgQEIDNAQIECBAgQIAAAQIECBCIQkAAjmKYdZIAAQIECBAgQIAAAQIEBGBzgAABAgQIECBAgAABAgSiEBCAoxhmnSRAgAABAgQIECBAgAABAdgcIECAAAECBAgQIECAAIEoBATgKIZZJwkQIECAAAECBAgQIEBAADYHCBAgQIAAAQIECBAgQCAKAQE4imHWSQIECBAgQIAAAQIECBAQgM0BAgQIECBAgAABAgQIEIhCQACOYph1kgABAgQIECBAgAABAgQEYHOAAAECBAgQIECAAAECBKIQEICjGGadJECAAAECBAgQIECAAAEB2BwgQIAAAQIECBAgQIAAgSgEBOAohlknCRAgQIAAAQIECBAgQEAANgcIECBAgAABAgQIECBAIAoBATiKYdZJAgQIECBAgAABAgQIEBCAzQECBAgQIECAAAECBAgQiEJAAI5imHWSAAECBAgQIECAAAECBARgc4AAAQIECBAgQIAAAQIEohAQgKMYZp0kQIAAAQIECBAgQIAAAQHYHCBAgAABAgQIECBAgACBKAQE4CiGWScJECBAgAABAgQIECBAQAA2BwgQIECAAAECBAgQIEAgCgEBOIph1kkCBAgQIECAAAECBAgQEIDNAQIECBAgQIAAAQIECBCIQkAAjmKYdZIAAQIECBAgQIAAAQIEBGBzgAABAgQIECBAgAABAgSiEBCAoxhmnSRAgAABAgQIECBAgAABAdgcIECAAAECBAgQIECAAIEoBATgKIZZJwkQIECAAAECBAgQIEBAADYHCBAgQIAAAQIECBAgQCAKAQE4imHWSQIECBAgQIAAAQIECBAQgM0BAgQIECBAgAABAgQIEIhCQACOYph1kgABAgQIECBAgAABAgQEYHOAAAECBAgQIECAAAECBKIQEICjGGadJECAAAECBAgQIECAAAEB2BwgQIAAAQIECBAgQIAAgSgEBOAohlknCRAgQIAAAQIECBAgQEAANgcIECBAgAABAgQIECBAIAoBATiKYdZJAgQIECBAgAABAgQIEBCAzQECBAgQIECAAAECBAgQiEJAAI5imHWSAAECBAgQIECAAAECBARgc4AAAQIECBAgQIAAAQIEohAQgKMYZp0kQIAAAQIECBAgQIAAAQHYHCBAgAABAgQIECBAgACBKAQE4CiGWScJECBAgAABAgQIECBAQAA2BwgQIECAAAECBAgQIEAgCgEBOIph1kkCBAgQIECAAAECBAgQEIDNAQIECBAgQIAAAQIECBCIQkAAjmKYdZIAAQIECBAgQIAAAQIEBGBzgAABAgQIECBAgAABAgSiEBCAoxhmnSRAgAABAgQIECBAgAABAdgcIECAAAECBAgQIECAAIEoBATgKIZZJwkQIECAAAECBAgQIEBAADYHCBAgQIAAAQIECBAgQCAKAQE4imHWSQIECBAgQIAAAQIECBAQgM0BAgQIECBAgAABAgQIEIhCQACOYph1kgABAgQIECBAgAABAgQEYHOAAAECBAgQIECAAAECBKIQEICjGGadJECAAAECBAgQIECAAAEB2BwgQIAAAQIECBAgQIAAgSgEBOAohlknCRAgQIAAAQIECBAgQEAANgcIECBAgAABAgQIECBAIAoBATiKYdZJAgQIECBAgAABAgQIEBCAzQECBAgQIECAAAECBAgQiEJAAI5imHWSAAECBAgQIECAAAECBARgc4AAAQIECBAgQIAAAQIEohAQgKMYZp0kQIAAAQIECBAgQIAAAQHYHCBAgAABAgQIECBAgACBKAQE4CiGWScJECBAgAABAgQIECBAQAA2BwgQIECAAAECBAgQIEAgCgEBOIph1kkCBAgQIECAAAECBAgQEIDNAQIECBAgQIAAAQIECBCIQkAAjmKYdZIAAQIECBAgQIAAAQIEBGBzgAABAgQIECBAgAABAgSiEBCAoxhmnSRAgAABAgQIECBAgAABAdgcIECAAAECBAgQIECAAIEoBATgKIZZJwkQIECAAAECBAgQIEBAADYHCBAgQIAAAQIECBAgQCAKAQE4imHWSQIECBAgQIAAAQIECBAQgM0BAgQIECBAgAABAgQIEIhCQACOYph1kgABAgQIECBAgAABAgQEYHOAAAECBAgQIECAAAECBKIQEICjGGadJECAAAECBAgQIECAAAEB2BwgQIAAAQIECBAgQIAAgSgEBOAohlknCRAgQIAAAQIECBAgQEAANgcIECBAgAABAgQIECBAIAoBATiKYdZJAgQIECBAgAABAgQIEBCAzQECBAgQIECAAAECBAgQiEJAAI5imHWSAAECBAgQIECAAAECBARgc4AAAQIECBAgQIAAAQIEohAQgKMYZp0kQIAAAQIECBAgQIAAAQHYHCBAgAABAgQIECBAgACBKAQE4CiGWScJECBAgAABAgQIECBAQAA2BwgQIECAAAECBAgQIEAgCgEBOIph1kkCBAgQIECAAAECBAgQEIDNAQIECBAgQIAAAQIECBCIQkAAjmKYdZIAAQIECBAgQIAAAQIEBGBzgAABAgQIECBAgAABAgSiEOg/8fgjZ+268OB526fdnTt3bhRd10kCBHpIYPHSaxYvmn/TsuVJn04/bUnyJPx866Fe6goBAgQIECBAgMBEBMI/FJPDBOCJ8DmGAIGyCdQLwMefcGrZmqo9BAgQIECAAAECHRZ49JzZyRltge6wvNMRIECAAAECBAgQIECAwNQICMBT4+6sBAjEI/Dwhw/9ZcXKG//299/cssHX/y675Vu/+mN4Nx4KPSVAgAABAgQITK2AADy1/s5OgEDvC/z0Dytu2+gv1zzsM5dvfvZlm38y+bpkszM/scnbvjfy9TP/+1u9T6CHBAgQIECAAIFyCAjA5RgHrSBAoHcFVq1Z8z9D1907cs/ND/zf/z1wU/IVnv/p3j99Y/gL9997T+92Xc8IECBAgAABAuUSEIDLNR5aQ4BA7wmMjfUdOfLGc5/wqQt3/u+zH/n5D2987odnnLN4+KOf2/jyszf54po1q3uvy3pEgAABAgQIECingABcznHRKgIECBAgQIAAAQIECBAoWEAALhhUdQQIECBAgAABAgQIECBQTgEBuJzjolUECBAgQIAAAQIECBAgULCAAFwwqOoIECBAgAABAgQIECBAoJwC/Scef+SsXRcePG/7tH1z584tZ1u1igABAvUEFi+9ZvGi+TctW54UOP20JcmT4084tfqQkZG7b15+65//9OfOeG4992mP3myLxz9h+7vvvnvlyjX33H1/X/9YeB7O/s+Vd1//y5/vvMVGnWmJsxAgQIAAAQIEeljgla965cjwmjvuuK+6j4+eMzt5UQDu4QmgawQiEmgpAP/yl/8ze/a2O+30mM4AffdXyxsH4Le+7qDOtMRZCBAgQIAAAQI9LDBt2saDQ9P/dsuKBgHYFugengC6RoBAbYG//e3W7bd/FB0CBAgQIECAAIFeEhgeXj001GRjnRXgXhpxfSEQr0BLK8DXfvNr8+Y9c9utNumM1/d/e2fjFeBTjnpJZ1riLAQIECBAgACBHhbYaMbDmq4AC8A9PAF0jUBEAi0F4HvvXXHXXf945rP26gzQ177/88YB+P1vfn1nWuIsBAgQIECAAIEeFli9+j7XAPfw+OoaAQIPCbQUgDsM95tb/t44AL/uoP063CSnI0CAAAECBAhEJZDeBMs1wFGNu84SIECAAAECBAgQIEAgXgEBON6x13MCBAgQIECAAAECBAhEJSAARzXcOkuAAAECBAgQIECAAIF4BQTgeMdezwkQIECAAAECBAgQIBCVgAAc1XDrLAECUyCwZu3aNz5wxI7f2mHX657w7J89dd8/PnPfPzzrFbfue9Af9zly+cv7+/unoE1OSYAAAQIECBCIUkAAjnLYdZoAgQ4KrLzn/kfd8tThO4dH/jEyvOLBr3+MjK4ee+qde65Zs6aDbXEqAgQIECBAgEDUAgJw1MOv8wQIdEDggOfsstMdT37NzW9/5R1vedU/Hvy68y2H3nXKvw4/dfEbDulAG5yCAAECBAgQIEAgCPSfePyRs3ZdePC87VOOuXPnoiFAgEB3CZT5c4C7S1JrCRAgQIAAAQK9J+BzgHtvTPWIAAECBAgQIECAAAECBBoJWAE2PwgQ6AWBmivAHz3t3F7omz4QIECAAAECBAgUJCAAFwSpGgIEplSgZgA+/oRTp7RRTk6AAAECBAgQIFAWgWQXtJtglWU8tIMAAQIECBAgQIAAAQIE2iogALeVV+UECBAgQIAAAQIECBAgUBYBW6DLMhLaQYDAZATq3QV6MnU6lgABAgQIECBAoGcEkrvDCMA9M6A6QiBqAR+DFPXw6zwBAgQIECBAoKFA+jFIArCZQoBALwjUC8BvPOmtozd/ZeYNF6y9d7RN/RzddPPVj99viyfuf9fKoTadQrUECBAgQIAAAQKTERCAJ6PnWAIESidQLwCfcNDj/uX3n91k242mb9audDp8/8g9N62657GHjm2zsHQuGkSAAAECBAgQINDXlwZgN8EyHQgQ6GWB4T9+f5NtNpo+a6hvrK9NX0MzBsMpwol62VHfCBAgQIAAAQI9IWALdE8Mo04QiF6g3grwnCfsftzhizrAc+b5S1+694IOnMgpCBAgQIAAAQIEWhWwAtyqmPIECBAgQIAAAQIECBAg0N0CtkB39/hpPQECBAgQIECAAAECBAjkFBCAc0IpRoBA7AJDQ35gxj4H9J8AAQIECBDodgH/nuv2EdR+AgQ6ISD9dkLZOQgQIECAAAECbRYQgNsMrHoCBEopEAJt8pW0LnmS/baiwPBwuz5GuJQ8GkWAAAECBAgQ6E0BAbg3x1WvCBBoLBACbfKVDb1Jyg2vpO9iJECAAAECBAgQ6CUBAbiXRlNfCBDIK1CxwBsOs8ab1045AgQIECBAgEDXCgjAXTt0Gk6AwEQFrPFOVM5xBAgQIECAAIHuFhCAu3v8tJ4AAQIECBAgQIAAAQIEcgoIwDmhFCNAoHcEkkt/szfByvat5rsVd8nqHQs9IUCAAAECBAjEJCAAxzTa+kqAwIMC6W2ukkt/Ky4Arr4JlttimTsECBAgQIAAgR4QEIB7YBB1gQABAgQIECBAgAABAgSaCwjAzY2UIEAgWgG3ho526HWcAAECBAgQ6EkBAbgnh1WnCBAgQIAAAQIECBAgQKBSQAA2JwgQIECAAAECBAgQIEAgCgEBOIph1kkCBAgQIECAAAECBAgQ6D/x+CNn7brw4HnbpxZz587lQoAAge4SWLz0msWL5t+0bHnS7NNPW5I8mfOE3Y87fFEH+nLm+Us7cBanIECAAAECBAgQaElg/xc8L5SfPXtOcpQA3JKewgQIlFRgygNwcBkc7C+pjmYRIECAAAECBKIU+Ph5n3rObjs+Yss5AnCU46/TBHpXoEEAfsORR4yMjPVu1/WMAAECBAgQIECghkBYnKgOwK4BNlcIECBAgAABAgQIECBAIAoBW6CjGGadJNDzAjlXgIcG/dav5+eCDhIgQIAAAQKxCwyPjAYCK8CxzwP9JxCzQIi+0m/ME0DfCRAgQIAAgXgEGvzDz2JIPNNATwkQIECAAAECBAgQIBC1gAAc9fDrPIFIBKz9RjLQukmAAAECBAgQSAX6+2p8QocAbIYQIECAAAECBAgQIECAQBQCAnAUw6yTBAgQIECAAAECBAgQICAAmwMECBBoRSBspamxm6aqhpzFKo6rWXPT06UFJnbSVnqvLAECBAgQIECgqwUE4K4ePo0nQKCzAk2z6GSaM8n0O5lTO5YAAQIECBAgEIeAABzHOOslAQKpQLJMml0srfdKOKSiWD3GxkuvDepPT5Fdxc02NXmevFuzzdkCRpkAAQIECBAgQKChgABsghAgEJNAyJBjD36lwTIBSF5PXwzPq5dkkwJ5HtW1ZSuvriGtOXuKmi9mj60okJ40TwuVIUCAAAECBAjEJyAAxzfmekwgZoE0hebZzFwRdxuk384kz4rG50/jMY+4vhMgQIAAAQIEMgICsOlAgEBkAkn07dL02HRNOLLB1F0CBAgQIECAQEsCAnBLXAoTINDlAl2dfoN9zUuFu3xMNJ8AAQIECBAg0DEBAbhj1E5EgEC3CeTZJp30acKfP1TvFDUrTNN748uJu41ZewkQIECAAAECHRMQgDtG7UQECJRAIM81wGmZQrZJ17xwt+Ypasbaplm3aYESqGsCAQIECBAgQKAkAgJwSQZCMwgQ6JRAehfo9M5V1bewanBTq5pvNb4JVvaMaS9rnn0CL4YKO3MLrk6Nj/MQIECAAAECBNonIAC3z1bNBAgQIECAAAECBAgQIFAiAQG4RIOhKQQIlE7A4mrphkSDCBAgQIAAAQITFxCAJ27nSAIECBAgQIAAAQIECBDoIgEBuIsGS1MJECBAgAABAgQIECBAYOICAvDE7RxJgAABAgQIECBAgAABAl0kIAB30WBpKgECBAgQIECAAAECBAhMXEAAnridIwkQIECAAAECBAgQIECgiwT6Tzz+yFm7Ljx43vZpo+fOndtFHdBUAgQIBIHFS69ZvGj+TcuWJxqnn7YkeTLnCbu/4cgj+vv6w/NTl17NigABAgQIECBAIAaBJYsWjP+b8LzznrPbjo/Ycs7s2XOSXgvAMYy+PhLofYGcATiE5N630EMCBAgQIECAQNwC4V+G9QKwLdBxTw29J0CAAAECBAgQIECAQDQCAnA0Q62jBAgQIECAAAECBAgQiFtAAI57/PWeAAECBAgQIECAAAEC0QgIwNEMtY4SIECAAAECBAgQIEAgbgEBOO7x13sCBAgQIECAAAECBAhEIyAARzPUOkqAQBEC/eseoab0SRG1TqSOBg2Y8rZNpD+OIUCAAAECBAi0X0AAbr+xMxAgUD6BehGx96JjRY+Sbyse6fjUe71iANf9BsCDAAECBAgQINB9AgJw942ZFhMgQGCSAmMbPpLakpXt7DuTPIvDCRAgQIAAAQJlExCAyzYi2kOAQIkEsiuijZvVtGR2Jbbmqmxaf82qmm69btqApu1P0m+J9DWFAAECBAgQIFC0gABctKj6CBDoFYHsimjoU/JtzUf+ktnDa1bYuKp6bahYvG06AmlariiZJ0UnDHZBN0VWgAABAgQIECihgABcwkHRJAIEOiTQ+GrY0Ig8K6Jp+EwanRxSnVTrvZ49vGlV6f7k6iCdp6lJ87KVVLSzwVsh8SZf6aP6lQ4Nm9MQIECAAAECBCYqIABPVM5xBAh0v0DFpbDVGbLeSunku54zr07+RA1qqJfJa8b4epujbZpu6xipnAABAgQIEChWQAAu1lNtBAj0lEDNm0X1VA9b6Ux11pV+W/FTlgABAgQIEJh6AQF46sdACwgQiEogu+u4wXXFRZkkGT6preLmW0WdQj0ECBAgQIAAgW4REIC7ZaS0kwCBjgpUbw+uF1YrSlZcx5ttdBpEkycV36avpCdqUFV1tRVHpQUahN5s/a30IrR8/MuDAAECBAgQINB1AgJw1w2ZBhMg0CGBNBMmGbLBVbvZktlkO4GGTqyq7FE521mdrpueOtz1Kpt7w3P3gp7AEDuEAAECBAgQmEIBAXgK8Z2aAIEpE8huDM42ouL1insmJ+E2Xb/NRs3qkjX7VrP+ipI1q6pucL2mZhtZ8Tz9Nj1FnlOnZVwDPGXz1YkJECBAgACBggQE4IIgVUOAAAECBAgQIECAAAEC5RYQgMs9PlpHgAABAgQIECBAgAABAgUJCMAFQaqGAAECBAgQIECAAAECBMotIACXe3y0jgABAgQIECBAgAABAgQKEhCAC4JUDQECBAgQIECAAAECBAiUW0AALvf4aB0BAgQIECBAgAABAgQIFCQgABcEqRoCBAgQIECAAAECBAgQKLeAAFzu8dE6AgQIECBAgAABAgQIEChIQAAuCFI1BAgQIECAAAECBAgQIFBuAQG43OOjdQQIECBAgAABAgQIECBQkIAAXBCkaggQIECAAAECBAgQIECg3AICcLnHR+sIECBAgAABAgQIECBAoCABAbggSNUQIECAAAECBAgQIECAQLkFBOByj4/WESBAgAABAgQIECBAgEBBAgJwQZCqIUCAAAECBAgQIECAAIFyCwjA5R4frSNAgAABAgQIECBAgACBggQE4IIgVUOAAAECBAgQIECAAAEC5RYQgMs9PlpHgAABAgQIECBAgAABAgUJCMAFQaqGAAECBAgQIECAAAECBMotIACXe3y0jgABAgQIECBAgAABAgQKEhCAC4JUDQECBAgQIECAAAECBAiUW0AALvf4aB0BAgQIECBAgAABAgQIFCQgABcEqRoCBAgQIECAAAECBAgQKLeAAFzu8dE6AgQIECBAgAABAgQIEChIQAAuCFI1BAgQIECAAAECBAgQIFBuAQG43OOjdQQIECBAgAABAgQIECBQkIAAXBCkaggQIECAAAECBAgQIECg3AICcLnHR+sIECBAgAABAgQIECBAoCABAbggSNUQIECAAAECBAgQIECAQLkFBOByj4/WESBAgAABAgQIECBAgEBBAgJwQZCqIUCAAAECBAgQIECAAIFyCwjA5R4frSNAgAABAgQIECBAgACBggQE4IIgVUOAAAECBAgQIECAAAEC5RYQgMs9PlpHgAABAgQIECBAgAABAgUJCMAFQaqGAAECBAgQIECAAAECBMotIACXe3y0jgABAgQIECBAgAABAgQKEhCAC4JUDQECBAgQIECAAAECBAiUW0AALvf4aB0BAgQIECBAgAABAgQIFCQgABcEqRoCBAgQIECAAAECBAgQKLeAAFzu8dE6AgQIECBAgAABAgQIEChIQAAuCFI1BAgQIECAAAECBAgQIFBuAQG43OOjdQQIECBAgAABAgQIECBQkIAAXBCkaggQIECAAAECBAgQIECg3AICcLnHR+sIECBAgAABAgQIECBAoCABAbggSNUQIECAAAECBAgQIECAQLkFBOByj4/WESBAgAABAgQIECBAgEBBAgJwQZCqIUCAAAECBAgQIECAAIFyCwjA5R4frSNAgAABAgQIECBAgACBggQE4IIgVUOAAAECBAgQIECAAAEC5RYQgMs9PlpHgAABAgQIECBAgAABAgUJCMAFQaqGAAECBAgQIECAAAECBMotIACXe3y0jgABAgQIECBAgAABAgQKEhCAC4JUDQECBAgQIECAAAECBAiUW0AALvf4aB0BAgQIECBAgAABAgQIFCQgABcEqRoCBAgQIECAAAECBAgQKLeAAFzu8dE6AgQIECBAgAABAgQIEChIQAAuCFI1BAgQIECAAAECBAgQIFBuAQG43OOjdQQIECBAgAABAgQIECBQkIAAXBCkaggQIECAAAECBAgQIECg3AICcLnHR+sIECBAgAABAgQIECBAoCABAbggSNUQIECAAAECBAgQIECAQLkFBOByj4/WESBAgAABAgQIECBAgEBBAgJwQZCqIUCAAAECBAgQIECAAIFyCwjA5R4frSNAgAABAgQIECBAgACBggQE4IIgVUOAAAECBAgQIECAAAEC5RYQgMs9PlpHgAABAgQIECBAgAABAgUJCMAFQaqGAAECBAgQIECAAAECBMotIACXe3y0jgABAgQIECBAgAABAgQKEhCAC4JUDQECBAgQIECAAAECBAiUW0AALvf4aB0BAgQIECBAgAABAgQIFCQgABcEqRoCBAgQIECAAAECBAgQKLeAAFzu8dE6AgQIECBAgAABAgQIEChIQAAuCFI1BAgQIECAAAECBAgQIFBuAQG43OOjdQQIECBAgAABAgQIECBQkIAAXBCkaggQIECAAAECBAgQIECg3AICcLnHR+sIECBAgAABAgQIECBAoCABAbggSNUQIECAAAECBAgQIECAQLkFBOByj4/WESBAgAABAgQIECBAgEBBAgJwQZCqIUCAAAECBAgQIECAAIFyCwjA5R4frSNAgAABAgQIECBAgACBggQE4IIgVUOAAAECBAgQIECAAAEC5RYQgMs9PlpHgAABAgQIECBAgAABAgUJCMAFQaqGAAECBAgQIECAAAECBMotIACXe3y0jgABAgQIECBAgAABAgQKEhCAC4JUDQECBAgQIECAAAECBAiUW0AALvf4aB0BAgQIECBAgAABAgQIFCQgABcEqRoCBAgQIECAAAECBAgQKLeAAFzu8dE6AgQIECBAgAABAgQIEChIQAAuCFI1BAgQIECAAAECBAgQIFBuAQG43OOjdQQIECBAgAABAgQIECBQkIAAXBCkaggQIECAAAECBAgQIECg3AICcLnHR+sIECBAgAABAgQIECBAoCABAbggSNUQIECAAAECBAgQIECAQLkFBOByj4/WESBAgAABAgQIECBAgEBBAgJwQZCqIUCAAAECBAgQIECAAIFyCwjA5R4frSNAgAABAgQIECBAgACBggQE4IIgVUOAAAECBAgQIECAAAEC5RYQgMs9PlpHgAABAgQIECBAgAABAgUJCMAFQaqGAAECBAgQIECAAAECBMotIACXe3y0jgABAgQIECBAgAABAgQKEhCAC4JUDQECBAgQIECAAAECBAiUW0AALvf4aB0BAgQIECBAgAABAgQIFCQgABcEqRoCBAgQIECAAAECBAgQKLeAAFzu8dE6AgQIECBAgAABAgQIEChIQAAuCFI1BAgQIECAAAECBAgQIFBuAQG43OOjdQQIECBAgAABAgQIECBQkIAAXBCkaggQIECAAAECBAgQIECg3AICcLnHR+sIECBAgAABAgQIECBAoCABAbggSNUQIECAAAECBAgQIECAQLkFBOByj4/WESBAgAABAgQIECBAgEBBAgJwQZCqIUCAAAECBAgQIECAAIFyCwjA5R4frSNAgAABAgQIECBAgACBggQE4IIgVUOAAAECBAgQIECAAAEC5RYQgMs9PlpHgAABAgQIECBAgAABAgUJCMAFQaqGAAECBAgQIECAAAECBMotIACXe3y0jgABAgQIECBAgAABAgQKEhCAC4JUDQECBAgQIECAAAECBAiUW0AALvf4aB0BAgQIECBAgAABAgQIFCQgABcEqRoCBAgQIECAAAECBAgQKLeAAFzu8dE6AgQIECBAgAABAgQIEChIQAAuCFI1BAgQIECAAAECBAgQIFBuAQG43OOjdQQIECBAgAABAgQIECBQkIAAXBCkaggQIECAAAECBAgQIECg3AICcLnHR+sIECBAgAABAgQIECBAoCABAbggSNUQIECAAAECBAgQIECAQLkFBOByj4/WESBAgAABAgQIECBAgEBBAgJwQZCqIUCAAAECBAgQIECAAIFyCwjA5R4frSNAgAABAgQIECBAgACBggQE4IIgVUOAAAECBAgQIECAAAEC5RYQgMs9PlpHgAABAgQIECBAgAABAgUJCMAFQaqGAAECBAgQIECAAAECBMotIACXe3y0jgABAgQIECBAgAABAgQKEhCAC4JUDQECBAgQIECAAAECBAiUW0AALvf4aB0BAgQIECBAgAABAgQIFCQgABcEqRoCBAgQIECAAAECBAgQKLeAAFzu8dE6AgQIECBAgAABAgQIEChIQAAuCFI1BAgQIECAAAECBAgQIFBuAQG43OOjdQQIECBAgAABAgQIECBQkIAAXBCkaggQIECAAAECBAgQIECg3AICcLnHR+sIECBAgAABAgQIECBAoCABAbggSNUQIECAAAECBAgQIECAQLkFBOByj4/WESBAgAABAgQIECBAgEBBAgJwQZCqIUCAAAECBAgQIECAAIFyCwjA5R4frSNAgAABAgQIECBAgACBggQE4IIgVUOAAAECBAgQIECAAAEC5RYQgMs9PlpHgAABAgQIECBAgAABAgUJCMAFQaqGAAECBAgQIECAAAECBMotIACXe3y0jgABAgQIECBAgAABAgQKEhCAC4JUDQECBAgQIECAAAECBAiUW0AALvf4aB0BAgQIECBAgAABAgQIFCQgABcEqRoCBAgQIECAAAECBAgQKLeAAFzu8dE6AgQIECBAgAABAgQIEChIQAAuCFI1BAgQIECAAAECBAgQIFBuAQG43OOjdQQIECBAgAABAgQIECBQkIAAXBCkaggQIECAAAECBAgQIECg3AICcLnHR+sIECBAgAABAgQIECBAoCABAbggSNUQIECAAAECBAgQIECAQLkFBOByj4/WESBAgAABAgQIECBAgEBBAgJwQZCqIUCAAAECBAgQIECAAIFyCwjA5R4frSNAgAABAgQIECBAgACBggQE4IIgVUOAAAECBAgQIECAAAEC5RYQgMs9PlpHgAABAgQIECBAgAABAgUJCMAFQaqGAAECBAgQIECAAAECBMotIACXe3y0jgABAgQIECBAgAABAgQKEhCAC4JUDQECBAgQIECAAAECBAiUW0AALvf4aB0BAgQIECBAgAABAgQIFCQgABcEqRoCBAgQIECAAAECBAgQKLeAAFzu8dE6AgQIECBAgAABAgQIEChIQAAuCFI1BAgQIECAAAECBAgQIFBuAQG43OOjdQQIECBAgAABAgQIECBQkIAAXBCkaggQIECAAAECBAgQIECg3AICcLnHR+sIECBAgAABAgQIECBAoCABAbggSNUQIECAAAECBAgQIECAQLkFBOByj4/WESBAgAABAgQIECBAgEBBAgJwQZCqIUCAAAECBAgQIECAAIFyCwjA5R4frSNAgAABAgQIECBAgACBggQE4IIgVUOAAAECBAgQIECAAAEC5RYQgMs9PlpHgAABAgQIECBAgAABAgUJCMAFQaqGAAECBAgQIECAAAECBMotIACXe3y0jgABAgQIECBAgAABAgQKEhCAC4JUDQECBAgQIECAAAECBAiUW6D/xOOPnLXrwoPnbZ+2c+7cueVus9YRIECgUmDx0msWL5p/07LlyRunn7YkeTLnCbu/4cgjRkbGhgYHTl16NTgCBAgQIECAAIEYBJYsWjDWN/bx8z71nN12fMSWc2bPnpP0WgCOYfT1kUDvC+QJwL2voIcECBAgQIAAAQIPCtQMwLZAmyAECPS+wOBgf/gJGL56v6t6SIAAAQIECBCIXiD9h9+0aUNDg4NZDyvA0c8OAAR6QqDBCnBP9E8nCBAgQIAAAQIEWhMI6XfmzJl7PPFRMzfd2hbo1uyUJkCg5AL1AvBrjz3+gftWlLzxmkeAAAECBAgQIFC4QFj7nTZ92swZM/oGNxOAC+dVIQECUylQLwC/8aS3TmWznJsAAQIECBAgQKAEAgJwCQZBEwgQKE6gZgD+6GnnFncGNREgQIAAAQIECHS9gJtgdf0Q6gABAjUFpF8TgwABAgQIECBAoELATbBMCQIEekGgegX4+BNO7YWO6QMBAgQIECBAgEBBAo+eM9sKcEGWqiFAgAABAgQIECBAgACBcgsIwOUeH60jQIAAAQIECBAgQIAAgYIEbIEuCFI1BAhMqUC9u0BPaaOcnAABAgQIECBAoEQC4R4xAnCJxkNTCBCYsEDNADxr14UTrtCBBAgQIECAAAECvSSweNH80B0BuJfGVF8IxCtQLwAvOWJBvCh6ToAAAQIECBAgsE7g1E9dnQRg1wCbEQQIECBAgAABAgQIECAQhYAAHMUw6yQBAgQIECBAgAABAgQICMDmAAECBAgQIECAAAECBAhEISAARzHMOkmAAAECBAgQIECAAAECArA5QIAAAQIECBAgQIAAAQJRCAjAUQyzThIgQIAAAQIECBAgQICAAGwOECBAgAABAgQIECBAgEAUAgJwFMOskwQIECBAgAABAgQIECAgAJsDBAgQIECAAAECBAgQIBCFgAAcxTDrJAECBAgQIECAAAECBAgIwOYAAQIECBAgQIAAAQIECEQhIABHMcw6SYAAAQIECBAgQIAAAQICsDlAgAABAgQIECBAgAABAlEICMBRDLNOEiBAgAABAgQIECBAgIAAbA4QIECAAAECBAgQIECAQBQCAnAUw6yTBAgQIECAAAECBAgQICAAmwMECBAgQIAAAQIECBAgEIWAABzFMOskAQIECBAgQIAAAQIECAjA5gABAgQIECBAgAABAgQIRCEgAEcxzDpJgAABAgQIECBAgAABAgKwOUCAAAECBAgQIECAAAECUQgIwFEMs04SIECAAAECBAgQIECAgABsDhAgQIAAAQIECBAgQIBAFAICcBTDrJMECBAgQIAAAQIECBAgIACbAwQIECBAgAABAgQIECAQhYAAHMUw6yQBAgQIECBAgAABAgQICMDmAAECBAgQIECAAAECBAhEISAARzHMOkmAAAECBAgQIECAAAECArA5QIAAAQIECBAgQIAAAQJRCAjAUQyzThIgQIAAAQIECBAgQICAAGwOECBAgAABAgQIECBAgEAUAgJwFMOskwQIECBAgAABAgQIECAgAJsDBAgQIECAAAECBAgQIBCFgAAcxTDrJAECBAgQIECAAAECBAgIwOYAAQIECBAgQIAAAQIECEQhIABHMcw6SYAAAQIECBAgQIAAAQICsDlAgAABAgQIECBAgAABAlEICMBRDLNOEiBAgAABAgQIECBAgIAAbA4QIECAAAECBAgQIECAQBQCAnAUw6yTBAgQIECAAAECBAgQICAAmwMECBAgQIAAAQIECBAgEIWAABzFMOskAQIECBAgQIAAAQIECAjA5gABAgQIECBAgAABAgQIRCEgAEcxzDpJgAABAgQIECBAgAABAgKwOUCAAAECBAgQIECAAAECUQgIwFEMs04SIECAAAECBAgQIECAgABsDhAgQIAAAQIECBAgQIBAFAICcBTDrJMECBAgQIAAAQIECBAgIACbAwQIECBAgAABAgQIECAQhYAAHMUw6yQBAgQIECBAgAABAgQICMDmAAECBAgQIECAAAECBAhEISAARzHMOkmAAAECBAgQIECAAAECArA5QIAAAQIECBAgQIAAAQJRCAjAUQyzThIgQIAAAQIECBAgQICAAGwOECBAgAABAgQIECBAgEAUAgJwFMOskwQIECBAgAABAgQIECAgAJsDBAgQIECAAAECBAgQIBCFgAAcxTDrJAECBAgQIECAAAECBAgIwOYAAQIECBAgQIAAAQIECEQhIABHMcw6SYAAAQIECBAgQIAAAQICsDlAgAABAgQIECBAgAABAlEICMBRDLNOEiBAgAABAgQIECBAgIAAbA4QIECAAAECBAgQIECAQBQCAnAUw6yTBAgQIECAAAECBAgQICAAmwMECBAgQIAAAQIECBAgEIWAABzFMOskAQIECBAgQIAAAQIECAjA5gABAgQIECBAgAABAgQIRCEgAEcxzDpJgAABAgQIECBAgAABAgKwOUCAAAECBAgQIECAAAECUQgIwFEMs04SIECAAAECBAgQIECAgABsDhAgQIAAAQIECBAgQIBAFAICcBTDrJMECBAgQIAAAQIECBAgIACbAwQIECBAgAABAgQIECAQhYAAHMUw6yQBAgQIECBAgAABAgQICMDmAAECBAgQIECAAAECBAhEISAARzHMOkmAAAECBAgQIECAAAECArA5QIAAAQIECBAgQIAAAQJRCAjAUQyzThIgQIAAAQIECBAgQICAAGwOECBAgAABAgQIECBAgEAUAgJwFMOskwQIECBAgAABAgQIECAgAJsDBAgQIECAAAECBAgQIBCFgAAcxTDrJAECBAgQIECAAAECBAgIwOYAAQIECBAgQIAAAQIECEQhIABHMcw6SYAAAQIECBAgQIAAAQICsDlAgAABAgQIECBAgAABAlEICMBRDLNOEiBAgAABAgQIECBAgIAAbA4QIECAAAECBAgQIECAQBQCAnAUw6yTBAgQIECAAAECBAgQICAAmwMECBAgQIAAAQIECBAgEIWAABzFMOskAQIECBAgQIAAAQIECAjA5gABAgQIECBAgAABAgQIRCEgAEcxzDpJgAABAgQIECBAgAABAgKwOUCAAAECBAgQIECAAAECUQgIwFEMs04SIECAAAECBAgQIECAgABsDhAgQIAAAQIECBAgQIBAFAICcBTDrJMECBAgQIAAAQIECBAgIACbAwQIECBAgAABAgQIECAQhYAAHMUw6yQBAgQIECBAgAABAgQICMDmAAECBAgQIECAAAECBAhEISAARzHMOkmAAAECBAgQIECAAAECArA5QIAAAQIECBAgQIAAAQJRCAjAUQyzThIgQIAAAQIECBAgQICAAGwOECBAgAABAgQIECBAgEAUAgJwFMOskwQIECBAgAABAgQIECAgAJsDBAgQIECAAAECBAgQIBCFgAAcxTDrJAECBAgQIECAAAECBAgIwOYAAQIECBAgQIAAAQIECEQhIABHMcw6SYAAAQIECBAgQIAAAQICsDlAgAABAgQIECBAgAABAlEICMBRDLNOEiBAgAABAgQIECBAgIAAbA4QIECAAAECBAgQIECAQBQCAnAUw6yTBAgQIECAAAECBAgQICAAmwMECBAgQIAAAQIECBAgEIWAABzFMOskAQIECBAgQIAAAQIECAjA5gABAgQIECBAgAABAgQIRCEgAEcxzDpJgAABAgQIECBAgAABAgKwOUCAAAECBAgQIECAAAECUQgIwFEMs04SIECAAAECBAgQIECAgABsDhAgQIAAAQIECBAgQIBAFAICcBTDrJMECBAgQIAAAQIECBAgIACbAwQIECBAgAABAgQIECAQhYAAHMUw6yQBAgQIECBAgAABAgQICMDmAAECBAgQIECAAAECBAhEISAARzHMOkmAAAECBAgQIECAAAECArA5QIAAAQIECBAgQIAAAQJRCAjAUQyzThIgQIAAAQIECBAgQICAAGwOECBAgAABAgQIECBAgEAUAgJwFMOskwQIECBAgAABAgQIECAgAJsDBAgQIECAAAECBAgQIBCFgAAcxTDrJAECBAgQIECAAAECBAgIwOYAAQIECBAgQIAAAQIECEQhIABHMcw6SYAAAQIECBAgQIAAAQICsDlAgAABAgQIECBAgAABAlEICMBRDLNOEiBAgAABAgQIECBAgIAAbA4QIECAAAECBAgQIECAQBQCAnAUw6yTBAgQIECAAAECBAgQICAAmwMECBAgQIAAAQIECBAgEIWAABzFMOskAQIECBAgQIAAAQIECAjA5gABAgQIECBAgAABAgQIRCEgAEcxzDpJgAABAgQIECBAgAABAgKwOUCAAAECBAgQIECAAAECUQgIwFEMs04SIECAAAECBAgQIECAgABsDhAgQIAAAQIECBAgQIBAFAICcBTDrJMECBAgQIAAAQIECBAgIACbAwQIECBAgAABAgQIECAQhYAAHMUw6yQBAgQIECBAgAABAgQICMDmAAECBAgQIECAAAECBAhEISAARzHMOkmAAAECBAgQIECAAAECArA5QIAAAQIECBAgQIAAAQJRCAjAUQyzThIgQIAAAQIECBAgQICAAGwOECBAgAABAgQIECBAgEAUAgJwFMOskwQIECBAgAABAgQIECAgAJsDBAgQIECAAAECBAgQIBCFgAAcxTDrJAECBAgQIECAAAECBAgIwOYAAQIECBAgQIAAAQIECEQhIABHMcw6SYAAAQIECBAgQIAAAQICsDlAgAABAgQIECBAgAABAlEICMBRDLNOEiBAgAABAgQIECBAgIAAbA4QIECAAAECBAgQIECAQBQCAnAUw6yTBAgQIECAAAECBAgQICAAmwMECBAgQIAAAQIECBAgEIWAABzFMOskAQIECBAgQIAAAQIECAjA5gABAgQIECBAgAABAgQIRCEgAEcxzDpJgAABAgQIECBAgAABAgKwOUCAAAECBAgQIECAAAECUQgIwFEMs04SIECAAAECBAgQIECAgABsDhAgQIAAAQIECBAgQIBAFAICcBTDrJMECBAgQIAAAQIECBAgIACbAwQIECBAgAABAgQIECAQhYAAHMUw6yQBAgQIECBAgAABAgQICMDmAAECBAgQIECAAAECBAhEISAARzHMOkmAAAECBAgQIECAAAECArA5QIAAAQIECBAgQIAAAQJRCAjAUQyzThIgQIAAAQIECBAgQICAAGwOECBAgAABAgQIECBAgEAUAgJwFMOskwQIECBAgAABAgQIECAgAJsDBAgQIECAAAECBAgQIBCFgAAcxTDrJAECBAgQIECAAAECBAgIwOYAAQIECBAgQIAAAQIECEQhIABHMcw6SYAAAQIECBAgQIAAAQICsDlAgAABAgQIECBAgAABAlEICMBRDLNOEiBAgAABAgQIECBAgIAAbA4QIECAAAECBAgQIECAQBQCAnAUw6yTBAgQIECAAAECBAgQICAAmwMECBAgQIAAAQIECBAgEIWAABzFMOskAQIECBAgQIAAAQIECAjA5gABAgQIECBAgAABAgQIRCEgAEcxzDpJgAABAgQIECBAgAABAgKwOUCAAAECBAgQIECAAAECUQgIwFEMs04SIECAAAECBAgQIECAgABsDhAgQIAAAQIECBAgQIBAFAICcBTDrJMECBAgQIAAAQIECBAgIACbAwQIECBAgAABAgQIECAQhYAAHMUw6yQBAgQIECBAgAABAgQICMDmAAECBAgQIECAAAECBAhEISAARzHMOkmAAAECBAgQIECAAAECArA5QIAAAQIECBAgQIAAAQJRCAjAUQyzThIgQIAAAQIECBAgQICAAGwOECBAgAABAgQIECBAgEAUAgJwFMOskwQIECBAgAABAgQIECAgAJsDBAgQIECAAAECBAgQIBCFgAAcxTDrJAECBAgQIECAAAECBAgIwOYAAQIECBAgQIAAAQIECEQhIABHMcw6SYAAAQIECBAgQIAAAQICsDlAgAABAgQIECBAgAABAlEICMBRDLNOEiBAgAABAgQIECBAgIAAbA4QIECAAAECBAgQIECAQBQCAnAUw6yTBAgQIECAAAECBAgQICAAmwMECBAgQIAAAQIECBAgEIWAABzFMOskAQIECBAgQIAAAQIECAjA5gABAgQIECBAgAABAgQIRCEgAEcxzDpJgAABAgQIECBAgAABAgKwOUCAAAECBAgQIECAAAECUQgIwFEMs04SIECAAAECBAgQIECAgABsDhAgQIAAAQIECBAgQIBAFAL9Jx5/5KxdF0bRV50kQKCnBRYvmn/TsuVJF08/bUn4M/xwW3LEgp7utM4RIECAAAECBAg0Fzj1U1eHfyuGcuMB+PVveNva1atGR9eOjTU/UokgMLx2FYd6AkPTNk7e6u8PXwP9/YPTNhp/xRxrac6YY425ak6zHR7zaAG4pWmmMAECBAgQIEAgEoENAvBrjzlp+rSxs6/+5Ze/88c//W1lJAS62W6BR24+42V77Pifr9hjeGRwZO2wOdZu8Djrz06zHXfaUQCOcxroNQECBAgQIECgscAGAfiYo0+84Fu//vPtq4/b/xnPefJj2BEoRODGZbcvXnrNTo/c+KgX/r81q+4Lc+wrV//pwnP+s5DKVUIgFXjF0e/df/6/hmlmBdisIECAAAECBAgQqCmQBuD1N8EKa7/H7jdP+jVdChR43Jytjt1vjy999w+DQ0Oh2jDHznzfiU/dpv8fdz7gTwIFCoR5lU6zAiewqggQIECAAAECBHpPYPwa4KOPOn6X13567LsfGh0d7b0e6tEUCgwMDPQ/6+Rb/vuku++6I8yxaz6x5PlPmGmaTeGI9N6pwxz7xq8fmP+6d4Rptu22W9kC3XtDrEcECBAgQIAAgckLbLACHO5UNPka1UCgnkD/+GN8jo2MjIVnoAgUKBBm1OjI+O37TK0CVVVFgAABAgQIEOhVAdG3V0e2RP1KI28IwOFRopaVpimDg4OlaUuXNSTMqJF1W1f8ZqXLRk5zCRAgQIAAAQJTIbBBAF471hfhV8ge4dGg443fzR6Yv2QkzhVTemR0fAU4kr4n3UxmV+M5Ft5dNTxSj8WkajxhwowaHvVblan4v4dzEiBAgAABAgS6UGCDADy6ti/Cr2TUGnS88bvZA+9/YCRCwMZ02b8UwyEBj41FRRS6H2ZF8rXx0GDNvjeeNiZV4wkTZtTatW5e0IX/89FkAgQIECBAgMBUCGwYgEf7wl7CqL5mzhi8976R8BWeJB0PT9Kv5JXwSF6pKJB+mxyV/pmtpLpMVLwVU3p43TXAsQmk/R3/TUq+qVJzaqWTMDsbqydbVLyhs2FGhd+rTMUPT+ckQIAAAQIECBDoPoENAvDw8FhsX2HEki5nn6z853Dytekmg8lbybfheXil+t3kxbSSxmWiEq4MwGGv6lhccyydV+n0CK+kE6Z6qqSzrmJSpZMwPSSZnNU1RDXBQmfHZ9S6m2B5ECBAgAABAgQIEGgqMP4xSMccfeLcY84PH4P09xX3Nz2gxwpsteUmt99xX+hU9ZP0xfSt5JWsQDi24t2mr/QYYOPuPHKLmeFjkG696OR/3rUizLEL3vmWw/baIgGP5JGdMBUzLTvrmj6vN1Grp18ksGk3g8Cnr1vxmne8P0yzrbd5pI9Bim0C6C8BAgQIECBAII/ABh+DlB6wZs3aqL6ScBL+TJ+E7odXUoTkecUrN9+yMv3KU76iTFTCFXMxuQY4NoHsbKk5YRKQ6omXfT19t+JJvaPiQR6/BtgKcJ6f+soQIECAAAECBAj09W14F+g1w2tj+goT4C9/XZF+hW9D95M/k696ryTvPmq7zXOWz9YZm3D2b9nwyPgVm7EJVPS3eoJlJ1syr8KcTGZX9SRMD288OeNBHr8L9IibYPm/GQECBAgQIECAQC6BDQPw2rge4xEi80i+zb6YPP/9H259zA5bhK/s8/BteL1x+ZploiKumIPD664Bjk2gor/ZCZZOrXSqpE+St9IJlh5V8aS6hqh4Q2fHPwd43YX6HgQIECBAgAABAgSaCmwQgJuW7rECITxke5R8m30xfR6eVDzPfptWkqdMjxm21J2RdXeBbumQbi9cMccqJljybcXsqphOFdOyeuJV1NDtYq223wpwq2LKEyBAgAABAgRiFtggAI+M9PkiUKBAxV+tdZcAjxVYv6oIjN8F2scgxfw/MX0nQIAAAQIECLQisOHHIK0ZGfZFoDiBqgA8Or5eV1z9qiIw/snSrfzIU5YAAQIECBAgQCBmgQ0+BunnP1sWs4W+Fy7w1N3mhI9Buu1Lb1r5jzvCxyB94MQT3rT/dqZZ4c4xVxjm2AcvueXNHzstTLOttt7SxyDFPBn0nQABAgQIECBQT6DiY5D6H7n5jOt/9JPVq1f5IlCgwFXXXRem1uDgYF/f+BwL0zGs111707TdnraDPwkUIpBcVf7gNPMznwABAgQIECBAgEAjgfEV4Ne97uQPXfzDW1bc89oXPXmLjbcARqAQgTX9/3j/F3+yw3aPeO/RL7nj9tvCHPvOj27Z+cnPnD3tiYXUrxICicB1P/nEXs/cPkyzzTefZQXYrCBAgAABAgQIEKgWSFeAxwPwv7/+rRtN7z/rip9edP3v/vS3lbwIFCIQFuUOfPbc9x69YKB/ozvuWGGOFaKqkgqB7DT7l1mbVgdgYgQIECBAgAABAgSCwOJF88Of4wH4hBMXT5s2NH369KFpQwMDA5F9Ts1EJsO0oaGJHBbHMWuHh9d1dHxravhvbHTsn/+8Z3h42BxrafzNscZcNafZttttlQ3AHz3t3JbMFSZAgAABAgQIEOh5gf7wISI930kdJEAgEoE0AD96zuxIuqybBAgQIECAAAEC+QX6H3/snL9uemf+A3qm5ED/+EfyhMfgUP+0/qGhgcHwlfRueGwkrFuG/9aODY8Mj390bXiMjq3/yKitNv+X6QODm2+22bSx/hUrVy1cdVLPmOgIAQIECBAgQIAAgWIF/vjHX5966uvnPvZfi61WbQQmJtB/4f986P8Gb5nYwT181NBQf9gOPjYwMK0v5NywLzzsDe+bsfHG0/r7NxqY/rDpj7jlnttC9z/6lU99ZMGH93zCS/7459t7WEPXCBAgQIAAAQIECExM4B1vf08IwI/dWQCemJ+jChbov/r359wysLzgWnuhunAt9NjQ4PTBocHB/mmDIf4ODgwNTB8YGwrLxVv1PXpw8L7Qyz+t+sNBb12y+lN3DvS7KrgXRl0fCBAgQIAAAQIEihV4xSFvsAJcLKnaJiPQ/9Nbv/y3gZuTKkb7+wbqXxG89sHzTFv3JHybPMk+T15MSiZPsmUGxz+ws29kbPzFcK70edqBpAHpidLXk0qSQypamD1FWr7mi0k7qxuW7XUoEBqZnGJ0cGD62LRpfdMHw6LvWLjt1cD0/hmD/YP/MvjQJ0U9MPr3J71lvysOv3Df3Q+0CJz653/yg+9/d/r0dI7kP07JUgs87em7J+0zvqUep4k2Lh3f951+2kTrcFx5BU45/gR/f8s7PJNuWfr3d9I1qYBACwIPrgDv1MIxihJom8D/B6iglRo74toyAAAAAElFTkSuQmCC)

Figura 1

# Configuração e Execução do Tira-Teima

O projeto Tira-Teima foi todo escrito em Java e, portanto, requer que o JRE (Java Runtime Enviroment) esteja instalado no sistema. Para rodar a última versão do Tira-Teima, é preciso ter instalado o JRE 1.5 ou superior. Além disso, é recomendado um mínimo de 128 MB de memória livre para rodar o sistema.

O Tira-Teima foi projetado para rodar tanto como uma aplicação quanto como uma Applet. Na biblioteca do Tira-Teima (*tirateima.jar)* já estão disponibilizadas classes para esses dois modos de execução.

Em qualquer um dos modos de execução, o Tira-Teima espera receber como parâmetros os nomes de dois arquivos: um *arquivo de código fonte* e um *arquivo de comandos*.

O arquivo de código fonte pode estar escrito em qualquer linguagem de programação, no entanto, o Tira-Teima só oferece no momento suporte ao *highlighting* da linguagem Pascal. O arquivo de comandos contém as instruções para gerar a visualização. A estrutura e sintaxe desse arquivo é descrita nas seções seguintes.

## Rodando o Tira-Teima como uma aplicação

Para rodar o Tira-Teima localmente como uma aplicação basta simplesmente rodar o arquivo jar como uma aplicação Java, usando o JRE. É possível também rodá-lo pelo prompt do sistema, com o seguinte comando:

java –jar <caminho para o “tirateima.jar”>

Alternativamente, pose-se acesar explicitamente a classe que roda o Tira-Teima como uma aplicação. Assumindo-se que o *jar* do Tira-Teima foi adicionado ao classpath, pode-se fazer:

java tirateima.main.Programa

Ou, ainda:

java –classpath tirateima.jar tirateima.main.Programa

Nos procedimentos descritos anteriormente, nenhum parâmetro foi passado para o Tira-Teima. Se isso acontecer, o Tira-Teima vai abrir sem nenhum programa carregado e mostrará uma mensagem de advertência ao usuário. Para passar os parâmetros para o Tira-Teima, é preciso complementar o comando:

java –jar tirateima.jar <arquivo de código fonte> <arquivo de comandos>

Caso o algoritmo a ser visualizado acesse arquivos no modo de leitura, é preciso que esses arquivos estejam no mesmo diretório do Tira-Teima. Mais detalhes sobre arquivos podem ser encontrados na seção de comandos do Tira-Teima.

## Rodando o Tira-Teima como uma Applet

Ao rodar como applet, o Tira-Teima espera um parâmetro definindo o modo como a applet será mostrada na tela: integrada ao navegador, com uma janela própria, ou escondida.

Quando integrada ao navegador, a applet do Tira-Teima será rodada como qualquer outra applet Java: como um objeto na página.

No modo de janela, por sua vez, será criada uma janela separada que conterá a interface do Tira-Teima. Se a página que contém a applet for fechada, a janela criada também será fechada.

No modo escondido, nada será mostrado até que o método *abrirEntrada* da applet seja chamado, quando, então, uma nova janela será aberta. Esse último modo é bastante útil para controlar dinamicamente o Tira-Teima por meio de uma linguagem de script, como o JavaScript, por exemplo.

Para definir o modo de execução do Tira-Teima, é preciso passar um parâmetro *modo* que pode assumir os seguintes valores:

* *applet*: para o modo de applet integrada ao navegador
* *janela*: para o modo de janela
* *escondido*: para o modo escondido

No modo *janela*, pode-se ainda passar dois parâmetros adicionais: *largura* e *altura*, para definir as dimensões iniciais da janela aberta.

Além da definição do modo de execução, é preciso passar os nomes do arquivo fonte e do arquivo de comandos, por meio dos parâmetros *arq\_fonte* e *arq\_texto*, respectivametne. No caso da applet, esses parâmetros são obrigatórios. O endereço dos arquivos de código fonte e de comandos devem ser relativos ao diretório onde está a página no servidor. Preferencialmente, esses arquivos devem estar no mesmo diretório que a página.

Se o Tira-Teima precisar acessar algum arquivo em modo de leitura, o arquivo em questão deve estar no mesmo diretório que a página.

Abaixo segue um exemplo de arquivo HTML que abre o Tira-Teima no modo de janela:

**<html>**

**<head>**

**<title>**Tira-Teima**</title>**

**</head>**

**<body>**

**<applet** archive="tirateima.jar" code="tirateima.main.Applet"**>**

**<param** name="modo" value="janela"**>**

**<param** name="arq\_fonte" value="teste.pas"**>**

**<param** name="arq\_texto" value="teste.txt"**>**

**</applet>**

**<body>**

**</html>**

## Rodando o Tira-Teima como uma Applet Escondida

A classe *tirateima.main.AppletEscondida* foi criada como uma alternativa ao modo escondido da classe Applet. Ela permite que a janela do Tira-Teima seja mostrada ao se clicar um botão, sem que haja necessidade de integrar código JavaScript à página.

Basicamente, a classe *AppletEscondida* fica integrada ao browser na forma de um botão que, quando apertado, ativa a janela do Tira-Teima. Para definir o texto que aparece no botão, basta setar o parâmetro *nome.*

Abaixo segue um exemplo de uso:

**<html>**

**<head>**

**<title>**Tira Teima**</title>**

**</head>**

**<body>**

**<applet**

archive="tirateima.jar"

code="tirateima.main.AppletEscondida"

width=120 height=40**>**

**<param** name="arq\_fonte" value="programa504.pas"**>**

**<param** name="arq\_texto" value="roteiro504.txt"**>**

**<param** name="largura" value="800"**>** *<!-- largura da janela -->*

**<param** name="altura" value="600"**>** *<!-- altura da janela -->*

**<param** name="nome" value="Exemplo 504"**>** *<!-- texto no botão -->*

**</applet>**

**</body>**

**</html>**

# O Arquivo de Comandos do Tira-Teima

## Considerações Gerais

O arquivo de comandos do Tira-Teima é um arquivo texto comum, com uma série de instruções cuja sintaxe será definida a seguir.

Recomenda-se que o arquivo só use caracteres ASCII padrão. Caso seja necessário o uso de caracteres especiais, como os caracteres acentuados do português, o arquivo deve utilizar o *charactere encoding* padrão do sistema em que o Tira-Teima irá rodar.

Para fins de entendimento das regras a seguir, são feitas as seguintes definições:

* Um *identificador* ou *nome* é qualquer seqüências de letras, dígitos e caractere de sublinhado ‘\_’, iniciada por letra ou caractere de sublinhado.
* Um *literal-caractere* (ou apenas *caractere*, quando não houver ambigüidade)é um caractere ou uma seqüência de escape entre aspas simples. O caractere não pode ser aspa simples, contra-barra ou quebra de linha. As seqüências de escape aceitas são listadas na Tabela 1. As aspas não fazem parte do valor do *literal-caractere*.
* Uma *string* é uma seqüência de caracteres entre aspas duplas. A seqüência não pode conter aspas duplas, contra-barras ou quebras de linha. As seqüências de escape aceitas são listadas na Tabela 1. As aspas não fazem parte do valor da *string*.

|  |  |
| --- | --- |
| **Seqüência de Escape** | **Caractere** |
| \" | Aspa dupla  (seqüência válida somente em strings) |
| \' | Aspa simples  (seqüência válida somente em caracteres) |
| \\ | Contra-barra |
| \t | Tabulação |
| \n | Nova linha |
| \r | Retorno de Carro |

Tabela 1 - Sequências de Escape Válidas

* Um *número inteiro* é qualquer seqüência de dígitos, com ou sem um sinal inicial. Os valores serão interpretados como números decimais.
* Um *número real* é qualquer seqüência de zero ou mais dígitos, seguida de um ponto decimal e um ou mais dígitos. Adicionalmente, pode haver um sinal na frente do número e uma indicação de expoente na base dez na forma *(e* ou *E)(número inteiro).* Ex: +314.1592e-2.
* Uma *constante* é uma string, um caractere, um número inteiro ou um número real.

Ao final da explicação de cada comando, é mostrada uma expressão que resume a sintaxe do mesmo. Essas expressão segue as seguintes regras:

* Termos entre < e > devem ser substituídos por um valor correspondente, sem os sinais < e >.
* Termos ou expressões entre colchetes ([ e ]) são opcionais e podem ou não ser substituídos.
* Termos seguidos de … podem ser repetidos indefinidamente.
* Todos os sinais de pontuação tais como vírgula, ponto-e-vírgula e ponto são obrigatórios, quando forem substituídos.

## Estrutura do Arquivo de Comandos

O Tira-Teima utiliza a noção de *passo*. O passo é a unidade básica de navegação do algoritmo. Cada passo é traduzido em um estado do Tira-Teima, ou seja, as mudanças na visualização são sempre feitas entre dois passos consecutivos.

Do ponto de vista do arquivo de comandos, um passo nada mais é que um conjunto de um ou mais comandos do Tira-Teima. Se existir mais de um comando para um determinado passo, todos os comandos serão executados e será salvo somente o resultado dessa execução, sem que sejam vistas as modificações intermediárias entre os comandos. Isso é útil para simular funções e procedimentos complexos, sem que o usuário final veja os processos intermediários.

Portanto, o arquivo de comandos do Tira-Teima é uma seqüência de passos. Em que cada passo poderá conter um ou mais comandos.

Para todas as regras abaixo, os espaços em branco e quebras de linha serão ignorados. Além disso, as palavras-chave são insensíveis ao caso, ou seja, *LiNe* e *line* são a mesma coisa.

## Definindo Passos

O Tira-Teima assume que cada passo do algoritmo está relacionado a uma linha do programa original (código fonte), portanto, todos os passos são iniciados pelo número da linha que deve ser destacada no código fonte.

Para tornar o programa mais inteligível, pode-se preceder o número de linha com a palavra chave *line.* Indicações de linhas negativas significam que nenhuma linha deve ser destacada.

Logo após o número de linha, deve vir o comando ou bloco de comandos a ser executado. Para agrupar comandos em bloco, basta colocá-los entre chaves.

Portanto, um passo do Tira-Teima é da seguinte forma:

*[line] <número da linha> <comando>*

ou

*[line] <número da linha> {<comando> [<comando> ...]}*

E um arquivo de comandos do Tira-Teima é um conjunto de passos:

*<passo> [<passo> …]*

## Comando *Não Faz Nada*

Para apenas destacar a linha, sem fazer nada, basta colocar um ponto-e-vírgula logo depois da indicação de linha:

*[line] <número da linha>;*

## Declaração de Variáveis

A noção de variável no Tira-Teima é a mesma que a de qualquer linguagem de programação imperativa. Ao encontrar uma declaração de variável, o Tira-Teima criará um objeto gráfico para representá-la. Seguem abaixo as regras para declarar variáveis.

### Variáveis de Tipos Simples

Os *tipos simples* são tipos intrínsecos ao Tira-Teima. Estão listados na tabela abaixo:

|  |  |
| --- | --- |
| **Tipo** | **Descrição** |
| int | Valores inteiros com sinal  Equivalente ao tipo *int* de Java. |
| real | Valores reais  Equivalente ao tipo *double* de Java. |
| string | Seqüências de caracteres  Equivalente ao tipo *String* de Java. |
| char | Caracteres  Equivalente ao tipo *char* de Java. |
| boolean | Valores booleanos *true* e *false*  Equivalente ao tipo *boolean* de Java |
| pointer | Pode receber null.  É meramente ilustrativa. |

Tabela 2 - Tipos básicos do Tira-Teima

Para declarar uma variáve X, do tipo inteiro, faça:

*int X* *cor(255,0,0) tamanho (120,30) posicao(40,40);*

Em geral,

*<tipo> <nome da variável> cor(<cor em rgb>) tamanho(<largura>,<altura>) posicao(<x>,<y>);*

Não podem existir duas variáveis com mesmo nome num mesmo escopo. A definição de escopo é vista na seção de funções. Embora não seja obrigatório informar a cor, o tamanho e a posição, isso é recomendável para que o programa fique apresentado como se espera.

### Variáveis de Tipos Definidos Pelo Usuário

Um tipo definido pelo usuário é um registro, cuja definição é explicada mais a frente. De qualquer forma, um registro é o equivalente a uma *struct* de C ou um *record* de Pascal.

Portanto, assumindo que exista um registro chamado *Pessoa*, para criar uma variável do tipo *Pessoa*, faça:

*Pessoa <nome da variável>;*

Em geral,

*<nome do tipo> <nome da variável>;*

### Arrays e Matrizes

Para criar arrays e matrizes, adicione um índice logo após o nome da variável. Esse índice, que vem entre colchetes, indica a dimensão do array. Por exemplo, para criar um array de inteiros com 5 elementos:

*int meu\_array*[*5*]*;*

Para matrizes, basta colocar dois índices. Exemplo:

*string matrix*[*5, 10*]*;*

### Criando Várias Variáveis ao Mesmo Tempo

Para criar várias variáveis ao mesmo tempo, basta separar os nomes das variáveis com vírgula:

*<tipo> var1, var2, var3;*

Portanto, para declarar variáveis em geral, segue a regra (onde *tipo* pode ser um tipo básico ou o nome de um tipo definido pelo usuário):

*<tipo ><nome>[*[*<índice>[,<índice>*]*][,<nome>[*[*<índice>[,<índice>*]*] …];*

## Definindo Novos Tipos

Como em qualquer outra linguagem, um tipo definido pelo usuário é um registro, ou seja, um conjunto de campos. A sintaxe para definição de tipos é a seguinte:

*record <nome do novo tipo> {*

*<tipo1> <campo1>;*

*<tipo2> <campo2>;*

*...*

*<tipoN> <campoN>;*

*}*

Por exemplo, definindo o tipo Pessoa:

*record Pessoa{ string nome; int idade;}*

As regras de criação de variáveis também valem para os campos de um registro, ou seja:

* O tipo de um campo pode ser outro registro, desde que ele tenha sido declarado previamente
* Um campo pode ser um array ou uma matriz, bastando que se especifique o índice
* Pode-se declarar vários campos ao mesmo tempo, fazendo-se: *<tipo> <campo1>, <campo2>, ...;*

Em geral:

*record <nome > {*

*<tipo ><nome>[*[*<índice>[,<índice>*]*][,<nome>[*[*<índice>[,<índice>*]*] …];*

*[<tipo ><nome>[*[*<índice>[,<índice>*]*][,<nome>[*[*<índice>[,<índice>*]*] …]; …]*

*}*

## Atribuição de Valores a Variáveis

Pela própria natureza limitada do Tira-Teima, só se pode atribuir constantes a variáveis, ou seja, não se pode atribuir o valor de uma variável a outra. Portanto, a sintaxe geral da atribuição é:

*<variável> = <constante>;*

Note que variável não é necessariamente uma variável simples, mas pode ser um campo de um registro ou um elemento de um vetor ou matriz. Portanto, seguem as seguintes regras para definir recursivamente uma variável:

* Se a variável *v* é um registro, então *v.<um campo de v>* também é uma variável válida
* Se a variável *v* é um array ou matriz, então *v*[*<índice de um elemento de v>*] também é uma variável válida

Resta apenas garantir que a constante seja do mesmo tipo de *v*. Não é possível atribuir uma string para um caractere ou vice-versa, ou uma string para um inteiro ou real. A exceção é a atribuição de um número inteiro para um real.

Em geral:

*<nome>[<<índice> ou .<nome>> …] = <constante>*

O valor é atribuído sempre à variável no escopo o mais local possível. Essa questão é tratada na seção de funções.

## Trabalhando com o Console

O console do Tira-Teima simula o prompt do sistema operacional. Na versão atual, o console é somente de saída e não lê entradas do usuário. O comando de escrita do Tira-Teima é idêntico ao comando *write* do Pascal. Portanto:

*write([<variável ou constante>] [,<variável ou constante> …]);*

Note que a lista de parâmetros pode ser vazia, mas, diferentemente de Pascal, os parênteses são obrigatórios.

Para se acessar campos de registros ou elementos de arrays ou matrizes, segue-se a mesma regra do ponto e do índice, respectivamente.

Pode-se também usar o comando *writeln* com a diferença que esse comando adiciona uma nova linha após escrever os valores.

## Trabalhando com Arquivos

A manipulação de arquivos do Tira-Teima foi toda baseada em Pascal. Portanto, os comandos e conceitos a seguir se comportam da mesma maneira que nessa linguagem.

Note que o suporte a arquivos binários no Tira-Teima foi descontinuado, logo, sempre que o termo *arquivo* for usado, ele refere-se a arquivos texto.

Um comentário adicional é que, conforme explicado na seção de configuração e execução, se um arquivo for aberto para leitura, ele deve existir fisicamente e estar presente no mesmo diretório do Tira-Teima.

### Declarando um Arquivo (Simbólico)

Para declarar um novo arquivo, siga a mesma sintaxe da declaração de variáveis usando o tipo *text*.

Apesar da sintaxe igual, existem duas restrições para variáveis do tipo arquivo: não podem existir arrays ou matrizes de arquivos e arquivos não podem ser campos de arrays.

Portanto em geral:

*text <arq1>, <arq2>, ..., <arqN>;*

ou, mais formalmente,

*text <nome>[, <nome> …];*

### Associação Arquivo Físico-Simbólico

Para associar o arquivo simbólico a um arquivo físico, use o comando *assign*:

*assign(<nome>, <string>);*

Onde a string contém o nome do arquivo físico. Esse nome deve, necessariamente, ser uma constante; ou seja, não se pode pegar o nome do arquivo físico de uma variável.

Resta lembrar que o comando *assign* não abre o arquivo, apenas associa o nome.

### Abrindo um Arquivo para Leitura

Para abrir um arquivo exclusivamente para leitura, use o comando *reset*:

*reset(<nome>);*

O nome se refere à variável *text*, ou seja, ao arquivo simbólico. Para que seja aberto, o arquivo simbólico de estar associado a um arquivo físico e este arquivo físico deve existir, poder ser acessado e estar no mesmo diretório do Tira-Teima.

### Abrindo um Arquivo para Escrita

Para abrir um arquivo exclusivamente para escrita, use o comando *rewrite*:

*rewrite(<nome>);*

O nome se refere à variável *text*, ou seja, ao arquivo simbólico. Para que seja aberto, o arquivo simbólico de estar associado a um arquivo físico, que não precisa existir.

Os arquivos abertos para escrita só existem em memória e seus dados não são preservados após a execução.

### Fechando um Arquivo

Para fechar um arquivo, use o comando *close*:

*rewrite(<nome>);*

O nome se refere à variável *text*, ou seja, ao arquivo simbólico. O arquivo simbólico permanece associado ao arquivo físico depois de fechado.

### Lendo e Escrevendo em Arquivos

Para se escrever em um arquivo, também usa-se o comando *write*. No entanto, o primeiro parâmetro é o nome do arquivo simbólico. Portanto:

*write(<nome>, [<variável ou constante>] [,<variável ou constante> …]);*

O comando *writeln* também funciona da mesma forma para arquivos.

Para se ler dados de arquivos, deve-se usar os comandos *read* e *readln*. Devido à ausência de strings de tamanho fixo no Tira-Teima, esses comandos têm uma sintaxe levemente diferente de *write* e *writeln*. A seguir, estão as regras.

Só pode ser lida uma variável por vez. Dado o tipo da variável, o Tira-Teima vai inferir o tipo de dado a ser lido. Só podem ser lidas variáveis (que incluem campos de registros e elementos de arrays e matrizes) dos tipos básicos, à exceção de *boolean*, ou seja, *int*, *real*, *string* e *char*.

Para o tipo string, pode ser passado um parâmetro adicional definindo quantos caracteres devem ser lidos. Se esse parâmetro não for informado, será lido até a primeira quebra de linha.

Para os tipos int e real, todos os espaços em branco (inclusive quebras de linha) antes do primeiro dígito serão ignorados.

Em geral:

*read(<nome arq>, <nome var>[, <número de caracteres, se var for string>]);*

O comando *readln* também só lê uma variável. No entanto, após ler os dados, ele vai ignorar todos os caracteres até a primeira quebra de linha que encontrar. Portanto,

*readln(<nome arq>, <variável string>, <número de caracteres X>);*

vai ler X caracteres e ignorar até o final da linha.

*readln(<nome arq>, <variável string>);*

é o mesmo que *read*.

## Ponteiros

O Tira-Teima dá suporte a ponteiros de uma forma meramente didática, ou seja, ele não guarda de fato endereços de variáveis. As funcionalidades restritas para ele restringem-se apenas à finalidade didática. Os ponteiros podem possuir um valor nulo, não inicializado (sujeira de memória) e pode apontar para algum lugar. Ele pode ainda ser passado como parâmetro de funções, para esse assunto, ver seção “Funções e Ponteiros” dentro de “Funções”.

### Declarando Ponteiros

Ponteiro são declarados como outras variáveis

*pointer p cor(255,0,0) tamanho (120,30) posicao(40,40);*

### Utilizando Ponteiros

O ponteiro só pode receber um tipo de valor, que é o *null* . Quando isso ocorre, a variável, que se inicializa com seu interior hachurado, passa a ter apenas um ponto no meio (indicação de ponteiro nulo).

Para tanto faça

*p = null;*

Outra funcionalidade suportada pelo Tira-Teima é a de apontar para (referenciar) outra variável. Isso é representado por meio de uma seta que aponta para alguma direção. Utiliza-se o comando

*p aponta(20,30);*

ou, em geral

*<nome ponteiro> aponta(<X>, <Y>)*;

Repare que não é necessário informar o nome da variável apontada, o que se deve fazer é ter a preocupação de posicionar a variável referenciada na posição apontada pela seta. Ou seja, a seta não aponta automaticamente para uma variável, isso é feito pelo professor que escreve o roteiro.

Um programa típico utilizando ponteiros ficaria assim:

*3;*

*4 int numero cor(150,150,150) tamanho(80,30) posicao (350,90);*

*5 pointer p cor(150,150,255) tamanho(50,20) posicao (363,170);*

*6 p = null;*

*7 p aponta(388,130);*

*8 numero = 10;*

*9 writeln("10");*

*10 p = null;*

*11;*

É possível ainda se trabalhar com funções passando ponteiros e variáveis referenciadas para estas. Para ver como isso é feito, visitar a seção correspondente em “Funções”.

## 

## Funções

### Declarando Funções

No Tira-Teima, uma função é representada por um submostrador que aparece na região inferior do mostrador. Para declarar uma função, que pode ter parâmetros ou não, é necessário que se faça:

*function foo():void;*

ou então

*function foo(int a cor(255,0,0) tamanho (120,30) posicao(40,40);) : int;*

Alternativamente, pode-se declarar uma lista de variáveis locais à função, como em:

*function foo(int a cor(255,0,0) tamanho (120,30) posicao(40,40);) : int {int b cor(255,0,0) tamanho (120,30) posicao(40,40);};*

em geral,

*function <nome funcao>(<lista de parametros>):<tipo de retorno>{<lista de variáveis locais}*

O <*nome funcao>* é um identificador do nome da função, seguindo a mesma regra de nomes de variáveis. A lista de parâmetros é uma lista de variáveis que deverá ter um “;” após cada variável listada, inclusive a última. O <*tipo de retorno>* pode ser do mesmo tipo das variáveis. A lista de variáveis locais é uma lista de variáveis que serão inicializadas junto coma função.

Ressalte-se que a <*lista de parametros>* e a <*lista de variaveis locais>* são opcionais;

### Inicializando Funções

Ao se inicializar uma função, um subpainel é criado com um título contendo a assinatura da função criada (nome, parâmetros, tipo de retorno). A partir de então, inicializa-se um novo escopo de variáveis. Poderão haver nomes iguais aos do fluxo principal que chamará a função. No entanto, variáveis de dentro da função só serão visíveis enquanto esta estiver em andamento.

Para iniciar uma função, faça:

*start foo();*

Ou caso haja parâmetros:

*start foo(a,b,c);*

Lembrando que esses parâmetros já devem estar previamente declarados. Para passagem de parâmetros por referência, faça (mais detalhes em na seção “Funções e Ponteiros”):

s*tart foo(endereco a);*

### Terminando Funções

Ao terminar uma função, o subpainel relativo a ela desaparece, e as variáveis de seu escopo voltam a ficar invisíveis. Para tanto, basta fazer

*end;*

### Funções e Ponteiros

Para trabalhar com ponteiros, devem-se combinar vários comandos. Uma função pode receber e retornar ponteiros, além de trabalhar com ponteiros internamente. Além disso, ponteiros dentro das funções podem referenciar variáveis de fora da função, inclusive para ensinar como algumas linguagens passam variáveis por referência usando ponteiros.

Para retornar um ponteiro, basta declarar na definição da função:

*function foo():pointer;*

Para receber um ponteiro, deve-se declarar o ponteiro na função normalmente, por exemplo:

*function foo(pointer p cor(255,0,0) tamanho (120,30) posicao(40,40);):void;*

No entanto, na hora de inicializar essa função, pode-se passar ou um ponteiro diretamente, como em

*start foo(pointer pAux);*

ou o que seria o endereço (referência) da variável, como em

*function foo(pointer p cor(255,0,0) tamanho (120,30) posicao(40,40);):void;  
int a* *cor(255,0,0) tamanho (120,30) posicao(20,60);  
start foo(endereco a);*

Repare-se que a função recebe um ponteiro, mas foi iniciada com uma variável do tipo inteiro.

Para que faça sentido didaticamente, é recomendado que se combine a passagem por parâmetro com outros comandos, para gerar uma visualização mais interessante e fiel. Uma utilização típica seria utilizando os comandos de ponteiro e de inserção de texto, como segue no típico exemplo:

1 function incrementa(pointer p cor(150,150,255) tamanho(50,20) posicao (20,60);):void;

7;

8 int x cor(150,150,150) tamanho(50,20) posicao (20,20);

9 x = 10;

10;

3 {start incrementa(endereco x); p aponta(45,30); insere\_texto conteudo("x") tamanho(12) posicao(34,10);}

4 x = 11;

5 end;

10;

11 writeln("11");

12;

Repare que ao iniciar a função, foi também apontada uma seta para cima e inserida a palavra “x” para representar a variável fora do escopo da função.

## Condicionais e Repetições

Para simular diversas linhas de execução, incluindo para tanto os comandos se, senão, enquanto, faça enquanto, for e assimilados, o professor deverá utilizar no roteiro os recursos de jump condicional e de jump incondicional.

Assim como no assembly e em outras linguagens, há a figura do goto, o que no caso do assembly passa a ser a única maneira de representar condicionais, repetição e iteração. Para tanto, utilizam-se tanto o goto quanto o se(condicao) goto.

Portanto, o Tira-Teima para usar o jump incondicional e condicional, respectivamente, usar os comandos:

### Criando labels

Para dar saltos, é preciso criar labels, que são etiquetas no seu código. A sintaxe de um passo com label é:

*1 <label>: comando();*

### Salto Incondicional

Para dar um salto incondicional, é preciso apenas se dizer qual é o label para o qual se vai.

*vaipara*(<*label*>);

### Salto Condicional

Para dar um saldo condicional, é preciso se dizer o label para o qual se vai, bem como a condição para o salto.

*se* (*condicao*) *vaipara*(<*label*>);

Em que condição é uma expressão relacional.

Usando esses dois comandos básicos, é possível representar todos os comandos de repetição.

### Operadores das Expressões

Essas expressões assemelham-se a quaisquer linguagens de programação, contemplando alguns operadores, os quais possuem uma ordem de precedência. Veja na tabela os operadores e suas precedências, **da mais alta para a mais baixa**. Os operadores na mesma linha possuem a mesma precedência:

|  |  |  |
| --- | --- | --- |
| *Operador* | *Descrição* | *Associatividade* |
| ( ) | parênteses | da esquerda para a direita |
| ! | negação | da direita para a esquerda |
| \* / % | multiplicação, divisão e módulo | da esquerda para a direita |
| + - | adição e subtração | da esquerda para a direita |
| > < >= <= | maior, menor, maior ou igual e menor ou igual | da esquerda para a direita |
| == != | igual e diferente | da esquerda para a direita |
| && || | e, ou | da esquerda para a direita |

### Exemplo: Se/Senão

**Código em C**

#include<stdio.h>

int main(){

int a;

scanf("%d",&a);

if((a>=0) && (a<5))

printf("numero entre 0 e 4");

else

printf("numero negativo ou maior que 4");

return 0;

}

**Código do Tira-Tema**

3;

4 int a cor(170,170,170) tamanho(50,20) posicao(10,10);

5 recebe(a);

6 se ((a>=0) && (a<5)) vaipara(label1);

9 {writeln("numero negativo ou maior que 4"); vaipara(label2);}

7 label1: writeln("numero entre 0 e 4");

10 label2:;

### Exemplo: Repetições (Enquanto)

**Código em C**

#include<stdio.h>

int main(){

int a;

scanf("%d",&a);

while(a < 10){

a = a + 1;

printf("valor: %d\n",a);

}

return 0;

}

**Código do Tira-Teima**

3;

4 int a cor(170,170,170) tamanho(50,20) posicao(10,10);

5 recebe(a);

6 label1: se(!(a<10)) vaipara(label2);

7 a = a + 1;

8 {writeln("valor: ",a); vaipara(label1);}

9 label2:;

10;

### Exemplo: Repetições (For)

**Código em C**

#include<stdio.h>

int main(){

int max,cont;

scanf("%d",&max);

for(cont = 0; cont <= max; cont++){

printf("valor: %d\n",cont);

}

return 0;

}

**Código do Tira-Teima**

3;

4 {int max cor(170,170,170) tamanho(50,20) posicao(10,10);int cont cor(0,170,170) tamanho(50,20) posicao(110,10);}

5 recebe(max);

6 cont = 0;

6 label\_for: se(cont <= max) vaipara(begin\_for);

8 vaipara(end\_for);

7 begin\_for:writeln("valor de cont: ",cont);

6 {cont = cont + 1; vaipara(label\_for);}

9 end\_for:;

## Comentários

Se um caractere # for encontrado, todos os caracteres até a próxima quebra de linha serão ignorados. Ou seja:

*#isso é um comentário*

*line 1 int x, y; #cria x e y*